# Java – Basic Syntax

## Basic Syntax

About Java programs, it is very important to keep in mind the following points.

* **Case Sensitivity -** Java is case sensitive, which means identifier **Hello** and **hello** would have different meaning in Java.
* **Class Names -** For all class names the first letter should be in Upper Case.

If several words are used to form a name of the class, each inner word's first letter should be in Upper Case.

**Example**: *class MyFirstJavaClass*

* **Method Names -** All method names should start with a Lower Case letter.

If several words are used to form the name of the method, then each inner word's first letter should be in Upper Case.

**Example**: *public void myMethodName()*

* **Program File Name -** Name of the program file should exactly match the class name.

When saving the file, you should save it using the class name (Remember Java is case sensitive) and append '.java' to the end of the name (if the file name and the class name do not match, your program will not compile).

**Example**: Assume 'MyFirstJavaProgram' is the class name. Then the file should be saved as *'MyFirstJavaProgram.java'*

* **public static void main(String args[]) -** Java program processing starts from the main() method which is a mandatory part of every Java program.

## Java Identifiers

All Java components require names. Names used for classes, variables, and methods are called **identifiers**.

In Java, there are several points to remember about identifiers. They are as follows:

* All identifiers should begin with a letter (A to Z or a to z), currency character ($) or an underscore (\_).
* After the first character, identifiers can have any combination of characters.
* A key word cannot be used as an identifier.
* Most importantly, identifiers are case sensitive.
* Examples of legal identifiers: age, $salary, \_value, 1\_value.
* Examples of illegal identifiers: 123abc, -salary.

## Java Modifiers

Like other languages, it is possible to modify classes, methods, etc., by using modifiers. There are two categories of modifiers:

* **Access Modifiers:** default, public , protected, private
* **Non-access Modifiers:** final, abstract, strictfp

We will be looking into more details about modifiers in the next section.

## Java Variables

Following are the types of variables in Java:

* Local Variables
* Class Variables (Static Variables)
* Instance Variables (Non-static Variables)

## Java Arrays

Arrays are objects that store multiple variables of the same type. However, an array itself is an object on the heap. We will look into how to declare, construct, and initialize in the upcoming chapters.

## Java Enums

Enums were introduced in Java 5.0. Enums restrict a variable to have one of only a few predefined values. The values in this enumerated list are called enums.

With the use of enums it is possible to reduce the number of bugs in your code.

For example, if we consider an application for a fresh juice shop, it would be possible to restrict the glass size to small, medium, and large. This would make sure that it would not allow anyone to order any size other than small, medium, or large.

**Example**

class FreshJuice {  
 enum FreshJuiceSize {*SMALL*, *MEDIUM*, *LARGE*}  
 FreshJuiceSize size;  
}  
  
public class FreshJuiceTest {  
 public static void main(String args[]) {  
 FreshJuice juice = new FreshJuice();  
 juice.size = FreshJuice.FreshJuiceSize.*MEDIUM*;  
 System.*out*.println("Size: " + juice.size);  
 }  
}

The above example will produce the following result:

Size: MEDIUM

**Note:** Enums can be declared as their own or inside a class. Methods, variables, constructors can be defined inside enums as well.

## Java Keywords

The following list shows the reserved words in Java. These reserved words may not be used as constant or variable or any other identifier names.

|  |  |  |  |
| --- | --- | --- | --- |
| abstract | assert | boolean | break |
| byte | case | catch | char |
| class | const | continue | default |
| do | double | else | enum |
| extends | final | finally | float |
| for | goto | if | implements |
| import | instanceof | int | interface |
| long | native | new | package |
| private | protected | public | return |
| short | static | strictfp | super |
| switch | synchronized | this | throw |
| throws | transient | try | void |
| volatile | while |  |  |

## Comments in Java

Java supports single-line and multi-line comments very similar to C and C++. All characters available inside any comment are ignored by Java compiler.

public class MyFirstJavaProgram {  
 /\* This is my first java program.  
 \* This will print 'Hello World' as the output  
 \* This is an example of multi-line comments.  
 \*/  
 public static void main(String[] args) {  
 // This is an example of single line comment  
 System.*out*.println("Hello World");  
 }  
}

## Using Blank Lines

A line containing only white space, possibly with a comment, is known as a blank line, and Java totally ignores it.

## Inheritance

In Java, classes can be derived from classes. Basically, if you need to create a new class and here is already a class that has some of the code you require, then it is possible to derive your new class from the already existing code.

This concept allows you to reuse the fields and methods of the existing class without having to rewrite the code in a new class. In this scenario, the existing class is called the **superclass** and the derived class is called the **subclass**.

## Interfaces

In Java language, an interface can be defined as a contract between objects on how to communicate with each other. Interfaces play a vital role when it comes to the concept of inheritance.

An interface defines the methods, a deriving class (subclass) should use. But the implementation of the methods is totally up to the subclass.

# Java – Basic Datatypes

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in the memory.

Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different datatypes to variables, you can store integers, decimals, or characters in these variables.

There are two data types available in Java:

* Primitive Datatypes
* Reference/Object Datatypes

## Primitive Datatypes

There are eight primitive datatypes supported by Java. Primitive datatypes are predefined by the language and named by a keyword. Let us now look into the eight primitive data types in detail.

**byte:**

* Byte data type is an 8-bit signed two's complement integer
* Minimum value is -128 (-2^7)
* Maximum value is 127 (inclusive)(2^7 -1)
* Default value is 0
* Byte datatype is used to save space in large arrays, mainly in place of integers, since a byte is four times smaller than an integer
* Example: byte a = 100 , byte b = -50

**short:**

* Short datatype is a 16-bit signed two's complement integer
* Minimum value is -32,768 (-2^15)
* Maximum value is 32,767 (inclusive) (2^15 -1)
* Short datatype can also be used to save memory as byte data type. A short is 2 times smaller than an integer
* Default value is 0
* Example: short s = 10000, short r = -20000

**int:**

* Int datatype is a 32-bit signed two's complement integer
* Minimum value is - 2,147,483,648 (-2^31)
* Maximum value is 2,147,483,647(inclusive) (2^31 -1)
* Integer is generally used as the default data type for integral values unless there is a concern about memory.
* The default value is 0
* Example: int a = 100000, int b = -200000

**long:**

* Long datatype is a 64-bit signed two's complement integer
* Minimum value is -9,223,372,036,854,775,808 (-2^63)
* Maximum value is 9,223,372,036,854,775,807 (inclusive) (2^63 -1)
* This type is used when a wider range than int is needed
* Default value is 0L
* Example: long a = 100000L, long b = -200000L

**float:**

* Float datatype is a single-precision 32-bit IEEE 754 floating point
* Float is mainly used to save memory in large arrays of floating point numbers
* Default value is 0.0f
* Float datatype is never used for precise values such as currency
* Example: float f1 = 234.5f

**double:**

* double datatype is a double-precision 64-bit IEEE 754 floating point
* This datatype is generally used as the default data type for decimal values, generally the default choice
* Double datatype should never be used for precise values such as currency
* Default value is 0.0d
* Example: double d1 = 123.4

**boolean:**

* boolean datatype represents one bit of information
* There are only two possible values: true and false
* This datatype is used for simple flags that track true/false conditions
* Default value is false
* Example: boolean one = true

**char:**

* char datatype is a single 16-bit Unicode character
* Minimum value is '\u0000' (or 0)
* Maximum value is '\uffff' (or 65,535 inclusive)
* Char datatype is used to store any character
* Example: char letterA ='A'

## Reference Datatypes

* Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy, etc.
* Class objects and various type of array variables come under reference datatype.
* Default value of any reference variable is null.
* A reference variable can be used to refer any object of the declared type or any compatible type.
* Example: Animal animal = new Animal("giraffe");

## Java Literals

A literal is a source code representation of a fixed value. They are represented directly in the code without any computation.

Literals can be assigned to any primitive type variable. For example:

byte a = 68; char a = 'A'

byte, int, long, and short can be expressed in decimal (base 10), hexadecimal (base 16) or octal (base 8) number systems as well.

Prefix 0 is used to indicate octal, and prefix 0x indicates hexadecimal when using these number systems for literals. For example:

int decimal = 100; int octal = 0144; int hexa = 0x64;

String literals in Java are specified like they are in most other languages by enclosing a sequence of characters between a pair of double quotes. Examples of string literals are:

"Hello World" "two\nlines"

"\"This is in quotes\""

String and char types of literals can contain any Unicode characters. For example:

char a = '\u0001'; String a = "\u0001";

Java language supports few special escape sequences for String and char literals as well. They are:

|  |  |
| --- | --- |
| **Notation** | **Character represented** |
| \n | Newline (0x0a) |
| \r | Carriage return (0x0d) |
| \f | Formfeed (0x0c) |
| \b | Backspace (0x08) |
| \s | Space (0x20) |
| \t | Tab |
| \" | Double quote |
| \' | Single quote |
| \\ | backslash |
| \ddd | Octal character (ddd) |
| \uxxxx | Hexadecimal UNICODE character (xxxx) |

# Java – Variable Types

A variable provides us with named storage that our programs can manipulate. Each variable in Java has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

You must declare all variables before they can be used. Following is the basic form of a variable declaration:

data type variable [ = value][, variable [= value] ...] ;

Here *data type* is one of Java's datatypes and *variable* is the name of the variable. To declare more than one variable of the specified type, you can use a comma-separated list.

Following are valid examples of variable declaration and initialization in Java:

int a, b, c; // Declares three ints, a, b, and c. int a = 10, b = 10; // Example of initialization

byte B = 22; // initializes a byte type variable B. double pi = 3.14159; // declares and assigns a value of PI.

char a = 'a'; // the char variable a iis initialized with value 'a'

This chapter will explain various variable types available in Java Language. There are three kinds of variables in Java:

* Local variables
* Instance variables
* Class/Static variables

## Local Variables

* Local variables are declared in methods, constructors, or blocks.
* Local variables are created when the method, constructor or block is entered and the variable will be destroyed once it exits the method, constructor, or block.
* Access modifiers cannot be used for local variables.
* Local variables are visible only within the declared method, constructor, or block.
* Local variables are implemented at stack level internally.
* There is no default value for local variables, so local variables should be declared and an initial value should be assigned before the first use.

**Example**

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to only this method.

public class Test {  
 public static void main(String args[]) {  
 Test test = new Test();  
 test.pupAge();  
 }  
  
 public void pupAge() {  
 int age = 0;  
 age = age + 7;  
 System.*out*.println("Puppy age is : " + age);  
 }  
}

This will produce the following result:

Puppy age is: 7

**Example**

Following example uses *age* without initializing it, so it would give an error at the time of compilation.

public class Test {  
 public static void main(String args[]) {  
 Test test = new Test();  
 test.pupAge();  
 }  
  
 public void pupAge() {  
 int age;  
 age = age + 7;  
 System.*out*.println("Puppy age is : " + age);  
 }  
}

This will produce the following error while compiling it:

Test.java:4:variable number might not have been initialized age = age + 7;

^

1 error

## Instance Variables

* Instance variables are declared in a class, but outside a method, constructor or any block.
* When a space is allocated for an object in the heap, a slot for each instance variable value is created.
* Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when the object is destroyed.
* Instance variables hold values that must be referenced by more than one method, constructor or block, or essential parts of an object's state that must be present throughout the class.
* Instance variables can be declared in class level before or after use.
* Access modifiers can be given for instance variables.
* The instance variables are visible for all methods, constructors and block in the class. Normally, it is recommended to make these variables private (access level). However, visibility for subclasses can be given for these variables with the use of access modifiers.
* Instance variables have default values. For numbers, the default value is 0, for Booleans it is false, and for object references it is null. Values can be assigned during the declaration or within the constructor.
* Instance variables can be accessed directly by calling the variable name inside the class. However, within static methods (when instance variables are given accessibility), they should be called using the fully qualified name *ObjectReference.VariableName*.

**Example**

import java.io.\*;  
  
public class Employee {  
 // this instance variable is visible for any child class.   
 public String name;  
 // salary variable is visible in Employee class only.   
 private double salary;  
 // The name variable is assigned in the constructor.  
 public Employee(String empName) {  
 name = empName;  
 }  
  
 public static void main(String args[]) {  
 Employee empOne = new Employee("Ransika");  
 empOne.setSalary(1000);  
 empOne.printEmp();  
 }  
  
 // The salary variable is assigned a value.  
 public void setSalary(double empSal) {  
 salary = empSal;  
 }  
  
 // This method prints the employee details.  
 public void printEmp() {  
 System.*out*.println("name : " + name);  
 System.*out*.println("salary :" + salary);  
 }  
}

This will produce the following result:

name : Ransika salary :1000.0

## Class/static Variables

* Class variables also known as static variables are declared with the *static* keyword in a class, but outside a method, constructor or a block.
* There would only be one copy of each class variable per class, regardless of how many objects are created from it.
* Static variables are rarely used other than being declared as constants. Constants are variables that are declared as public/private, final, and static. Constant variables never change from their initial value.
* Static variables are stored in the static memory. It is rare to use static variables other than declared final and used as either public or private constants.
* Static variables are created when the program starts and destroyed when the program stops.
* Visibility is similar to instance variables. However, most static variables are declared public since they must be available for users of the class.
* Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and for object references, it is null. Values can be assigned during the declaration or within the constructor. Additionally, values can be assigned in special static initializer blocks.
* Static variables can be accessed by calling with the class name *ClassName.VariableName*.
* When declaring class variables as public static final, then variable names (constants) are all in upper case. If the static variables are not public and final, the naming syntax is the same as instance and local variables.

**Example**

import java.io.\*; public class Employee{

// salary variable is a private static variable private static double salary;

// DEPARTMENT is a constant

public static final String DEPARTMENT = "Development "; public static void main(String args[]){

salary = 1000;

System.out.println(DEPARTMENT + "average salary:" + salary);

}

}

This will produce the following result:

Development average salary:1000

**Note:** If the variables are accessed from an outside class, the constant should be accessed as Employee.DEPARTMENT

# Java – Modifier Types

Modifiers are keywords that you add to those definitions to change their meanings. Java language has a wide variety of modifiers, including the following:

* Java Access Modifiers
* Non Access Modifiers

## Java Access Modifiers

Java provides a number of access modifiers to set access levels for classes, variables, methods, and constructors. The four access levels are:

* Visible to the package, the default. No modifiers are needed.
* Visible to the class only (private).
* Visible to the world (public).
* Visible to the package and all subclasses (protected).

## Default Access Modifier - No Keyword

Default access modifier means we do not explicitly declare an access modifier for a class, field, method, etc.

A variable or method declared without any access control modifier is available to any other class in the same package. The fields in an interface are implicitly public static final and the methods in an interface are by default public.

**Example**

Variables and methods can be declared without any modifiers, as in the following examples:

String version = "1.5.1";

boolean processOrder() { return true;

}

**Private Access Modifier - Private**

* Methods, variables, and constructors that are declared private can only be accessed within the declared class itself.
* Private access modifier is the most restrictive access level. Class and interfaces cannot be private.
* Variables that are declared private can be accessed outside the class, if public getter methods are present in the class.
* Using the private modifier is the main way that an object encapsulates itself and hides data from the outside world.

**Example**

The following class uses private access control:

public class Logger {  
 private String format;  
  
 public String getFormat() {  
 return this.format;  
 }  
  
 public void setFormat(String format) {  
 this.format = format;  
 }  
}

Here, the *format* variable of the Logger class is private, so there's no way for other classes to retrieve or set its value directly.

So, to make this variable available to the outside world, we defined two public methods: *getFormat()*, which returns the value of format, and *setFormat(String)*, which sets its value.

**Public Access Modifier - Public**

A class, method, constructor, interface, etc. declared public can be accessed from any other class. Therefore, fields, methods, blocks declared inside a public class can be accessed from any class belonging to the Java Universe.

However, if the public class we are trying to access is in a different package, then the public class still needs to be imported. Because of class inheritance, all public methods and variables of a class are inherited by its subclasses.

**Example**

The following function uses public access control:

public static void main(String[] arguments) {

// ...

}

The main() method of an application has to be public. Otherwise, it could not be called by a Java interpreter (such as java) to run the class.

**Protected Access Modifier - Protected**

Variables, methods, and constructors, which are declared protected in a superclass can be accessed only by the subclasses in other package or any class within the package of the protected members' class.

The protected access modifier cannot be applied to class and interfaces. Methods, fields can be declared protected, however methods and fields in a interface cannot be declared protected.

Protected access gives the subclass a chance to use the helper method or variable, while preventing a nonrelated class from trying to use it.

**Example**

The following parent class uses protected access control, to allow its child class override *openSpeaker()* method:

class AudioPlayer {  
 protected boolean openSpeaker(Speaker sp) {  
 // implementation details  
 return;  
 }  
}  
  
class StreamingAudioPlayer {  
 boolean openSpeaker(Speaker sp) {  
 // implementation details  
 return;  
 }  
}

Here, if we define *openSpeaker()* method as private, then it would not be accessible from any other class other than *AudioPlayer*. If we define it as public, then it would become accessible to all the outside world. But our intention is to expose this method to its subclass only, that’s why we have used *protected* modifier.

**Access Control and Inheritance**

The following rules for inherited methods are enforced:

* Methods declared public in a superclass also must be public in all subclasses.
* Methods declared protected in a superclass must either be protected or public in subclasses; they cannot be private.
* Methods declared private are not inherited at all, so there is no rule for them.

## Java Non-Access Modifiers

Java provides a number of non-access modifiers to achieve many other functionalities.

* The *static* modifier for creating class methods and variables.
* The final modifier for finalizing the implementations of classes, methods, and variables.
* The abstract modifier for creating abstract classes and methods.
* The synchronized and *volatile* modifiers, which are used for threads.

## The Static Modifier

**Static Variables**

The *static* keyword is used to create variables that will exist independently of any instances created for the class. Only one copy of the static variable exists regardless of the number of instances of the class.

Static variables are also known as class variables. Local variables cannot be declared static.

**Static Methods**

The *static* keyword is used to create methods that will exist independently of any instances created for the class.

Static methods do not use any instance variables of any object of the class they are defined in. Static methods take all the data from parameters and compute something from those parameters, with no reference to variables.

Class variables and methods can be accessed using the class name followed by a dot and the name of the variable or method.

**Example**

The static modifier is used to create class methods and variables, as in the following example:

public class InstanceCounter {  
 private static int *numInstances* = 0;  
  
 InstanceCounter() {  
 InstanceCounter.*addInstance*();  
 }  
  
 protected static int getCount() {  
 return *numInstances*;  
 }  
  
 private static void addInstance() {  
 *numInstances*++;  
 }  
  
 public static void main(String[] arguments) {  
 System.*out*.println("Starting with " + InstanceCounter.*getCount*() + " instances");  
 for (int i = 0; i < 500; ++i) {  
 new InstanceCounter();  
 }  
 System.*out*.println("Created " + InstanceCounter.*getCount*() + " instances");  
 }  
}

This will produce the following result:

Started with 0 instances Created 500 instances

## The Final Modifier

**Final Variables**

A final variable can be explicitly initialized only once. A reference variable declared final can never be reassigned to refer to a different object.

However, the data within the object can be changed. So, the state of the object can be changed but not the reference.

With variables, the *final* modifier often is used with *static* to make the constant a class variable.

**Example**

public class Test {  
 // The following are examples of declaring constants:   
 public static final int *BOXWIDTH* = 6;  
 static final String *TITLE* = "Manager";  
 final int value = 10;  
  
 public void changeValue() {  
 value = 12; //will give an error  
 }  
}

**Final Methods**

A final method cannot be overridden by any subclasses. As mentioned previously, the final modifier prevents a method from being modified in a subclass.

The main intention of making a method final would be that the content of the method should not be changed by any outsider.

**Example**

You declare methods using the *final* modifier in the class declaration, as in the following example:

**Final Classes**

public class Test {  
 public final void changeName() {  
// body of method  
 }  
}

The main purpose of using a class being declared as *final* is to prevent the class from being sub classed. If a class is marked as final, then no class can inherit any feature from the final class.

**Example**

public final class Test {  
// body of class  
}

## The Abstract Modifier

**Abstract Class**

An abstract class can never be instantiated. If a class is declared as abstract, then the sole purpose is for the class to be extended.

A class cannot be both abstract and final (since a final class cannot be extended). If a class contains abstract methods, then the class should be declared abstract. Otherwise, a compile error will be thrown.

An abstract class may contain both abstract methods as well normal methods.

**Example**

abstract class Caravan {  
 private double price;  
 private String model;  
 private String year;  
  
 public abstract void goFast(); //an abstract method  
  
 public abstract void changeColor();  
}

**Abstract Methods**

An abstract method is a method declared without any implementation. The methods body (implementation) is provided by the subclass. Abstract methods can never be final or strict.

Any class that extends an abstract class must implement all the abstract methods of the super class, unless the subclass is also an abstract class.

If a class contains one or more abstract methods, then the class must be declared abstract. An abstract class does not need to contain abstract methods.

The abstract method ends with a semicolon. Example: public abstract sample();

**Example**

public abstract class SuperClass {  
 abstract void m(); //abstract method  
}  
  
class SubClass extends SuperClass {  
 // implements the abstract method  
 void m() {  
 .........  
 }  
}

**The Synchronized Modifier**

The synchronized keyword used to indicate that a method can be accessed by only one thread at a time. The synchronized modifier can be applied with any of the four access level modifiers.

**Example**

public synchronized void showDetails(){

.......

}

**The Transient Modifier**

An instance variable is marked transient to indicate the JVM to skip the particular variable when serializing the object containing it.

This modifier is included in the statement that creates the variable, preceding the class or data type of the variable.

**Example**

public transient int limit = 55; // will not persist public int b; // will persist

**The Volatile Modifier**

The volatile modifier is used to let the JVM know that a thread accessing the variable must always merge its own private copy of the variable with the master copy in the memory.

Accessing a volatile variable synchronizes all the cached copied of the variables in the main memory. Volatile can only be applied to instance variables, which are of type object or private. A volatile object reference can be null.

**Example**

public class MyRunnable implements Runnable {  
 private volatile boolean active;  
  
 public void run() {  
 active = true;  
 while (active) { // line 1  
// some code here  
 }  
 }  
  
 public void stop() {  
 active = false; // line 2  
 }  
}

Usually, run() is called in one thread (the one you start using the Runnable), and stop() is called from another thread. If in line 1, the cached value of active is used, the loop may not stop when you set active to false in line 2. That's when you want to use *volatile*.

To use a modifier, you include its keyword in the definition of a class, method, or variable. The modifier precedes the rest of the statement, as in the following example.

public class className {  
// ...  
}  
 protected static final int *BOXWIDTH* = 42;  
 static final double *weeks* = 9.5;  
 private boolean myFlag;  
  
 public static void main(String[] arguments) {  
// body of method  
 }

## Access Control Modifiers

Java provides a number of access modifiers to set access levels for classes, variables, methods and constructors. The four access levels are:

* Visible to the package, the default. No modifiers are needed.
* Visible to the class only (private).
* Visible to the world (public).
* Visible to the package and all subclasses (protected).

## Non-Access Modifiers

Java provides a number of non-access modifiers to achieve many other functionalities.

* The static modifier for creating class methods and variables.
* The final modifier for finalizing the implementations of classes, methods, and variables.
* The abstract modifier for creating abstract classes and methods.
* The synchronizedand *volatile* modifiers, which are used for threads.

# Java – Basic Operators

Java provides a rich set of operators to manipulate variables. We can divide all the Java operators into the following groups:

* Arithmetic Operators
* Relational Operators
* Bitwise Operators
* Logical Operators
* Assignment Operators
* Misc. Operators

## The Arithmetic Operators

Arithmetic operators are used in mathematical expressions in the same way that they are used in algebra. The following table lists the arithmetic operators:

Assume integer variable A holds 10 and variable B holds 20, then:

|  |  |
| --- | --- |
| **Sr.No.** | **Operator and Example** |
| 1 | **+ ( Addition )**  Adds values on either side of the operator  **Example:** A + B will give 30 |
| 2 | **- ( Subtraction )**  Subtracts right-hand operand from left-hand operand  **Example:** A - B will give -10 |
| 3 | **\* ( Multiplication )**  Multiplies values on either side of the operator  **Example:** A \* B will give 200 |
| 4 | **/ (Division)**  Divides left-hand operand by right-hand operand  **Example:** B / A will give 2 |
| 5 | **% (Modulus)**  Divides left-hand operand by right-hand operand and returns remainder  **Example:** B % A will give 0 |
| 6 | **++ (Increment)**  Increases the value of operand by 1  **Example:** B++ gives 21 |
| 7 | **-- ( Decrement )**  Decreases the value of operand by 1  **Example:** B-- gives 19 |

**Example**

The following program is a simple example which demonstrates the arithmetic operators. Copy and paste the following Java program in Test.java file, and compile and run this program:

public class Test {  
 public static void main(String args[]) {  
 int a = 10;  
 int b = 20;  
 int c = 25;  
 int d = 25;  
 System.*out*.println("a + b = " + (a + b));  
 System.*out*.println("a - b = " + (a - b));  
 System.*out*.println("a \* b = " + (a \* b));  
 System.*out*.println("b / a = " + (b / a));  
 System.*out*.println("b % a = " + (b % a));  
 System.*out*.println("c % a = " + (c % a));  
 System.*out*.println("a++ = " + (a++));  
 System.*out*.println("b-- = " + (a--));  
// Check the difference in d++ and ++d   
 System.*out*.println("d++ = " + (d++));  
 System.*out*.println("++d = " + (++d));  
 }  
}

This will produce the following result:

a + b = 30  
a - b = -10  
a \* b = 200 b / a = 2  
b % a = 0 c % a = 5  
a++ = 10  
b-- = 11  
d++ = 25  
++d = 27

## The Relational Operators

There are following relational operators supported by Java language. Assume variable A holds 10 and variable B holds 20, then:

|  |  |
| --- | --- |
| **Sr. No.** | **Operator and Description** |
| 1 | **== (equal to)**  Checks if the values of two operands are equal or not, if yes then condition becomes true.  **Example:** (A == B) is not true. |
| 2 | **!= (not equal to)**  Checks if the values of two operands are equal or not, if values are not equal then condition becomes true.  **Example:** (A != B) is true. |
| 3 | **> (greater than)**  Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true.  **Example:** (A > B) is not true. |
| 4 | **< (less than)**  Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true.  **Example:** (A < B) is true. |
| 5 | **>= (greater than or equal to)**  Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true.  **Example:** (A >= B) is not true. |
| 6 | **<= (less than or equal to)**  Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true.  **Example:** (A <= B) is true. |

**Example**

The following program is a simple example that demonstrates the relational operators. Copy and paste the following Java program in Test.java file and compile and run this program.

public class Test {  
  
 public static void main(String args[]) {  
 int a = 10;  
 int b = 20;  
 System.*out*.println("a == b = " + (a == b));  
 System.*out*.println("a != b = " + (a != b));  
 System.*out*.println("a > b = " + (a > b));  
 System.*out*.println("a < b = " + (a < b));  
 System.*out*.println("b >= a = " + (b >= a));  
 System.*out*.println("b <= a = " + (b <= a));  
 }  
}

This will produce the following result:

a == b = false a != b = true a > b = false a < b = true b >= a = true b <= a = false

## The Bitwise Operators

Java defines several bitwise operators, which can be applied to the integer types, long, int, short, char, and byte.

Bitwise operator works on bits and performs bit-by-bit operation. Assume if a = 60 and b

= 13; now in binary format they will be as follows:

a = 0011 1100  
b = 0000 1101  
-----------------  
a&b = 0000 1100  
a|b = 0011 1101  
a^b = 0011 0001  
~a = 1100 0011

The following table lists the bitwise operators:

Assume integer variable A holds 60 and variable B holds 13 then:

|  |  |
| --- | --- |
| **Sr. No.** | **Operator and Description** |
| 1 | **& (bitwise and)**  Binary AND Operator copies a bit to the result if it exists in both operands.  **Example:** (A & B) will give 12 which is 0000 1100 |
| 2 | **| (bitwise or)**  **Binary OR Operator copies a bit if it exists in either operand.**  **Example: (A | B) will give 61 which is 0011 1101** |
| 3 | **^ (bitwise XOR)**  **Binary XOR Operator copies the bit if it is set in one operand but not both.**  **Example: (A ^ B) will give 49 which is 0011 0001** |
| 4 | **~ (bitwise compliment)**  **Binary Ones Complement Operator is unary and has the effect of 'flipping' bits.**  **Example: (~A ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number.** |
| 5 | **<< (left shift)**  **Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand.**  **Example: A << 2 will give 240 which is 1111 0000** |
| 6 | **>> (right shift)**  **Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand.**  **Example: A >> 2 will give 15 which is 1111** |
| 7 | **>>> (zero fill right shift)**  **Shift right zero fill operator. The left operands value is moved right by the number of bits specified by the right operand and shifted values are filled up with zeros.**  **Example: A >>>2 will give 15 which is 0000 1111** |

**Example**

The following program is a simple example that demonstrates the bitwise operators. Copy and paste the following Java program in Test.java file and compile and run this program:

public class Test {  
 public static void main(String args[]) {  
 int a = 60; /\* 60 = 0011 1100 \*/  
 int b = 13; /\* 13 = 0000 1101 \*/  
 int c = 0;  
  
 c = a & b; /\* 12 = 0000 1100 \*/  
 System.*out*.println("a & b = " + c);  
  
 c = a | b; /\* 61 = 0011 1101 \*/  
 System.*out*.println("a | b = " + c);  
  
 c = a ^ b; /\* 49 = 0011 0001 \*/  
 System.*out*.println("a ^ b = " + c);  
  
 c = ~a; /\*-61 = 1100 0011 \*/  
 System.*out*.println("~a = " + c);  
  
 c = a << 2; /\* 240 = 1111 0000 \*/  
 System.*out*.println("a << 2 = " + c);  
  
 c = a >> 2; /\* 15 = 1111 \*/  
 System.*out*.println("a >> 2 = " + c);  
  
 c = a >>> 2; /\* 15 = 0000 1111 \*/  
 System.*out*.println("a >>> 2 = " + c);  
 }  
}

This will produce the following result:

a & b = 12 a | b = 61 a ^ b = 49

~a = -61

a << 2 = 240

a >> 15

a >>> 15

## The Logical Operators

The following table lists the logical operators:

Assume Boolean Variables A holds true and variable B holds false, then:

|  |  |
| --- | --- |
| **Operator** | **Description** |
| 1 | **&& (logical and)**  Called Logical AND operator. If both the operands are non-zero, then the condition becomes true.  **Example:** (A && B) is false. |
| 2 | **|| (logical or)**  Called Logical OR Operator. If any of the two operands are non-zero, then the condition becomes true.  **Example:** (A || B) is true. |
| 3 | **! (logical not)**  Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false.  **Example:** !(A && B) is true. |

**Example**

The following simple example program demonstrates the logical operators. Copy and paste the following Java program in Test.java file and compile and run this program:

public class Test {  
 public static void main(String args[]) {  
 boolean a = true;  
 boolean b = false;  
  
 System.*out*.println("a && b = " + (a && b));  
  
 System.*out*.println("a || b = " + (a || b));  
  
 System.*out*.println("!(a && b) = " + !(a && b));  
 }  
}

This will produce the following result:

a && b = false a || b = true

!(a && b) = true

## The Assignment Operators

Following are the assignment operators supported by Java language:

|  |  |
| --- | --- |
| **Sr. No.** | **Operator and Description** |
| 1 | **=**  Simple assignment operator. Assigns values from right side operands to left side operand.  **Example:** C = A + B will assign value of A + B into C |
| 2 | **+=**  **Add AND assignment operator. It adds right operand to the left operand and assign the result to left operand.**  **Example: C += A is equivalent to C = C + A** |
| 3 | **-=**  **Subtract AND assignment operator. It subtracts right operand from the left operand and assign the result to left operand.**  **Example:C -= A is equivalent to C = C – A** |
| 4 | **\*=**  **Multiply AND assignment operator. It multiplies right operand with the left operand and assign the result to left operand.**  **Example: C \*= A is equivalent to C = C \* A** |
| 5 | **/=**  **Divide AND assignment operator. It divides left operand with the right operand and assign the result to left operand.**  **Example: C /= A is equivalent to C = C / A** |
| 6 | **%=**  **Modulus AND assignment operator. It takes modulus using two operands and assign the result to left operand.**  **Example: C %= A is equivalent to C = C % A** |
| 7 | **<<=**  **Left shift AND assignment operator.**  **Example: C <<= 2 is same as C = C << 2** |
| 8 | **>>=**  **Right shift AND assignment operator**  **Example: C >>= 2 is same as C = C >> 2** |
| 9 | **&=**  **Bitwise AND assignment operator.**  **Example: C &= 2 is same as C = C & 2** |
| 10 | **^=**  **bitwise exclusive OR and assignment operator.**  **Example: C ^= 2 is same as C = C ^ 2** |
| 11 | **|=**  **bitwise inclusive OR and assignment operator.**  **Example: C |= 2 is same as C = C | 2** |

**Example**

The following program is a simple example that demonstrates the assignment operators. Copy and paste the following Java program in Test.java file. Compile and run this program:

public class Test {  
 public static void main(String args[]) { int a = 10;  
 int b = 20; int c = 0;  
 c = a + b;  
 System.*out*.println("c = a + b = " + c );  
  
 c += a ;  
 System.*out*.println("c += a = " + c );  
  
 c -= a ;  
 System.*out*.println("c -= a = " + c );  
  
 c \*= a ;  
 System.*out*.println("c \*= a = " + c );  
 a = 10;  
 c = 15;  
 c /= a ;  
 System.*out*.println("c /= a = " + c );  
  
 a = 10;  
 c = 15;  
 c %= a ;  
 System.*out*.println("c %= a = " + c );  
  
 c <<= 2 ;  
 System.*out*.println("c <<= 2 = " + c );  
  
 c >>= 2 ;  
 System.*out*.println("c >>= 2 = " + c );  
  
 c >>= 2 ;  
 System.*out*.println("c >>= a = " + c );  
  
 c &= a ;  
 System.*out*.println("c &= 2 = " + c );  
  
 c ^= a ;  
 System.*out*.println("c ^= a = " + c );  
  
 c |= a ;  
 System.*out*.println("c |= a = " + c );  
 }  
}

This will produce the following result:

c = a + b = 30 c += a = 40

c -= a = 30

c \*= a = 300

c /= a = 1 c %= a = 5

c <<= 2 = 20

c >>= 2 = 5

c >>= 2 = 1

c &= a = 0

c ^= a = 10

c |= a = 10

## Miscellaneous Operators

There are few other operators supported by Java Language.

**Conditional Operator ( ? : )**

Conditional operator is also known as the **ternary operator**. This operator consists of three operands and is used to evaluate Boolean expressions. The goal of the operator is to decide; which value should be assigned to the variable. The operator is written as:

variable x = (expression) ? value if true : value if false

Following is an example:

public class Test {  
 public static void main(String args[]){ int a, b;  
 a = 10;  
 b = (a == 1) ? 20: 30;  
 System.*out*.println( "Value of b is : " + b );  
  
 b = (a == 10) ? 20: 30;  
 System.*out*.println( "Value of b is : " + b );  
 }  
}

This will produce the following result:

Value of b is : 30 Value of b is : 20

**instanceof Operator**

This operator is used only for object reference variables. The operator checks whether the object is of a particular type (class type or interface type). instanceof operator is written as:

( Object reference variable ) instanceof (class/interface type)

If the object referred by the variable on the left side of the operator passes the IS-A check for the class/interface type on the right side, then the result will be true. Following is an example:

public class Test {  
  
 public static void main(String args[]) {  
 String name = "James";  
 // following will return true since name is type of String   
 boolean result = name instanceof String;  
 System.*out*.println(result);  
 }  
}

This will produce the following result:

true

This operator will still return true, if the object being compared is the assignment compatible with the type on the right. Following is one more example:

class Vehicle {  
}  
  
public class Car extends Vehicle {  
 public static void main(String args[]) {  
 Vehicle a = new Car();  
 boolean result = a instanceof Car;  
 System.*out*.println(result);  
 }  
}

This will produce the following result:

true

## Precedence of Java Operators

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator:

For example, x = 7 + 3 \* 2; here x is assigned 13, not 20 because operator \* has higher precedence than +, so it first gets multiplied with 3\*2 and then adds into 7.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Postfix | () [] . (dot operator) | Left toright |
| Unary | ++ - - ! ~ | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | >> >>> << | Left to right |
| Relational | > >= < <= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %= >>= <<= &= ^= |= | Right to left |

# Java – Decision Making

Decision making structures have one or more conditions to be evaluated or tested by the program, along with a statement or statements that are to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general form of a typical decision making structure found in most of the programming languages:
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Java programming language provides following types of decision making statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Statement** | **Description** |
| **if statement** | An **if statement** consists of a Boolean expression followed by one or more statements. |
| **if...else statement** | An **if statement** can be followed by an optional **else statement**, which executes when the boolean expression is false. |
| **nested if statements** | You can use one **if** or **else if** statement inside another **if** or **else if** statement(s). |
| **switch statement** | A **switch** statement allows a variable to be tested for equality against a list of values. |

## If Statement in Java

An **if** statement consists of a Boolean expression followed by one or more statements.

**Syntax**

Following is the syntax of an if statement:

if(Boolean\_expression)

{

//Statements will execute if the Boolean expression is true

}

If the Boolean expression evaluates to true, then the block of code inside the if statement will be executed. If not, the first set of code after the end of the if statement (after the closing curly brace) will be executed.

**Flow Diagram**

![](data:image/jpeg;base64,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)

**Example**

public class Test {  
 public static void main(String args[]) {  
 int x = 10;  
 if (x < 20) {  
 System.*out*.print("This is if statement");  
 }  
 }  
}

This will produce the following result:

This is if statement.

## If-else Statement in Java

An **if** statement can be followed by an optional **else** statement, which executes when the Boolean expression is false.

**Syntax**

Following is the syntax of an if...else statement:

if(Boolean\_expression){

//Executes when the Boolean expression is true

}else{

//Executes when the Boolean expression is false

}

If the boolean expression evaluates to true, then the if block of code will be executed, otherwise else block of code will be executed.

**Flow Diagram**
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**Example**

public class Test {  
 public static void main(String args[]) {  
 int x = 30;  
 if (x < 20) {  
 System.*out*.print("This is if statement");  
 } else {  
 System.*out*.print("This is else statement");  
 }  
 }  
}

This will produce the following result:

This is else statement

## The if...else if...else Statement

An if statement can be followed by an optional *else if...else* statement, which is very useful to test various conditions using single if...else if statement.

When using if, else if, else statements there are a few points to keep in mind.

* An if can have zero or one else's and it must come after any else if's.
* An if can have zero to many else if's and they must come before the else.
* Once an else if succeeds, none of the remaining else if's or else's will be tested.

**Syntax**

Following is the syntax of an if...else statement:

if(Boolean\_expression 1){

//Executes when the Boolean expression 1 is true

}else if(Boolean\_expression 2){

//Executes when the Boolean expression 2 is true

}else if(Boolean\_expression 3){

//Executes when the Boolean expression 3 is true

}else {

//Executes when the none of the above condition is true.

}

**Example**

public class Test {  
 public static void main(String args[]) {  
 int x = 30;  
 if (x == 10) {  
 System.*out*.print("Value of X is 10");  
 } else if (x == 20) {  
 System.*out*.print("Value of X is 20");  
 } else if (x == 30) {  
 System.*out*.print("Value of X is 30");  
 } else {  
 System.*out*.print("This is else statement");  
 }  
 }  
}

This will produce the following result:

Value of X is 30

## Nested if Statement in Java

It is always legal to nest if-else statements which means you can use one if or else if statement inside another if or else if statement.

**Syntax**

The syntax for a nested if...else is as follows:

if(Boolean\_expression 1){

//Executes when the Boolean expression 1 is true if(Boolean\_expression 2){

//Executes when the Boolean expression 2 is true

}

}

You can nest **else if...else** in the similar way as we have nested *if* statement.

**Example**

public class Test {  
 public static void main(String args[]) {  
 int x = 30;  
 int y = 10;  
  
 if (x == 30) {  
 if (y == 10) {  
 System.*out*.print("X = 30 and Y = 10");  
 }  
 }  
 }  
}

This will produce the following result:

X = 30 and Y = 10

## Switch Statement in Java

A **switch** statement allows a variable to be tested for equality against a list of values. Each value is called a case, and the variable being switched on is checked for each case.

**Syntax**

The syntax of enhanced for loop is:

switch(expression){ case value :

//Statements break; //optional

case value :

//Statements break; //optional

//You can have any number of case statements. default : //Optional

//Statements

}

The following rules apply to a **switch** statement:

* The variable used in a switch statement can only be integers, convertable integers (byte, short, char), strings and enums.
* You can have any number of case statements within a switch. Each case is followed by the value to be compared to and a colon.
* The value for a case must be the same data type as the variable in the switch and it must be a constant or a literal.
* When the variable being switched on is equal to a case, the statements following that case will execute until a break statement is reached.
* When a break statement is reached, the switch terminates, and the flow of control jumps to the next line following the switch statement.
* Not every case needs to contain a break. If no break appears, the flow of control will fall through to subsequent cases until a break is reached.
* A switch statement can have an optional default case, which must appear at the end of the switch. The default case can be used for performing a task when none of the cases is true. No break is needed in the default case.

**Flow Diagram**
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**Example**

public class Test {  
 public static void main(String args[]) {  
 //char grade = args[0].charAt(0);  
 char grade = 'C';  
  
 switch (grade) {  
 case 'A':  
 System.*out*.println("Excellent!");  
 break;  
 case 'B':  
 case 'C':  
 System.*out*.println("Well done");  
 break;  
 case 'D':  
 System.*out*.println("You passed");  
 case 'F':  
 System.*out*.println("Better try again");  
 break;  
 default:  
 System.*out*.println("Invalid grade");  
 }  
 System.*out*.println("Your grade is " + grade);  
 }  
}

Compile and run the above program using various command line arguments. This will produce the following result:

$ java Test Well done

Your grade is a C

$

## The ? : Operator:

We have covered **conditional operator ? :** in the previous chapter which can be used to replace **if...else** statements. It has the following general form:

Exp1 ? Exp2 : Exp3;

Where Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon. To determine the value of the whole expression, initially exp1 is evaluated.

* If the value of exp1 is true, then the value of Exp2 will be the value of the whole expression.
* If the value of exp1 is false, then Exp3 is evaluated and its value becomes the value of the entire expression.

# Java – Loop Control

There may be a situation when you need to execute a block of code several number of times. In general, statements are executed sequentially: The first statement in a function is executed first, followed by the second, and so on.

Programming languages provide various control structures that allow for more complicated execution paths.

A **loop** statement allows us to execute a statement or group of statements multiple times and following is the general form of a loop statement in most of the programming languages:
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Java programming language provides the following types of loop to handle looping requirements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Loop Type** | **Description** |
| **while loop** | Repeats a statement or group of statements while a given condition is true. It tests the condition before executing the loop body. |
| **for loop** | Execute a sequence of statements multiple times and abbreviates the code that manages the loop variable. |
| **do...while loop** | Like a while statement, except that it tests the condition at the end of the loop body. |

## While Loop in Java

A **while** loop statement in Java programming language repeatedly executes a target statement as long as a given condition is true.

**Syntax**

The syntax of a while loop is:

while(Boolean\_expression)

{

//Statements

}

Here, **statement(s)** may be a single statement or a block of statements. The **condition** may be any expression, and true is any non-zero value.

When executing, if the *boolean\_expression* result is true, then the actions inside the loop will be executed. This will continue as long as the expression result is true.

When the condition becomes false, program control passes to the line immediately following the loop.

**Flow Diagram**
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Here, key point of the *while* loop is that the loop might not ever run. When the expression is tested and the result is false, the loop body will be skipped and the first statement after the while loop will be executed.

**Example**

public class Test {  
  
 public static void main(String args[]) {  
 int x = 10;  
  
 while (x < 20) {  
 System.*out*.print("value of x : " + x);  
 x++;  
 System.*out*.print("\n");  
 }  
 }  
}

This will produce the following result:

value of x : 10 value of x : 11 value of x : 12 value of x : 13 value of x : 14 value of x : 15 value of x : 16 value of x : 17 value of x : 18 value of x : 19

## for Loop in Java

A **for** loop is a repetition control structure that allows you to efficiently write a loop that needs to be executed a specific number of times.

A **for** loop is useful when you know how many times a task is to be repeated.

**Syntax**

The syntax of a for loop is:

for(initialization; Boolean\_expression; update)

{

//Statements

}

Here is the flow of control in a **for** loop:

* The initialization step is executed first, and only once. This step allows you to declare and initialize any loop control variables and this step ends with a semi colon (;).
* Next, the Boolean expression is evaluated. If it is true, the body of the loop is executed. If it is false, the body of the loop will not be executed and control jumps to the next statement past the for loop.
* After the body of the for loop gets executed, the control jumps back up to the update statement. This statement allows you to update any loop control variables. This statement can be left blank with a semicolon at the end.
* The Boolean expression is now evaluated again. If it is true, the loop executes and the process repeats (body of loop, then update step, then Boolean expression). After the Boolean expression is false, the for loop terminates.

**Flow Diagram**
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**Example**

Following is an example code of the for loop in Java.

public class Test {  
 public static void main(String args[]) {  
 for (int x = 10; x < 20; x = x + 1) {  
 System.*out*.print("value of x : " + x);  
 System.*out*.print("\n");  
 }  
 }  
}

This will produce the following result:

value of x : 10 value of x : 11 value of x : 12 value of x : 13 value of x : 14 value of x : 15 value of x : 16 value of x : 17 value of x : 18 value of x : 19

## Do While Loop in Java

A **do...while** loop is similar to a while loop, except that a do...while loop is guaranteed to execute at least one time.

**Syntax**

Following is the syntax of a do...while loop:

do

{

//Statements

}while(Boolean\_expression);

Notice that the Boolean expression appears at the end of the loop, so the statements in the loop execute once before the Boolean is tested.

If the Boolean expression is true, the control jumps back up to do statement, and the statements in the loop execute again. This process repeats until the Boolean expression is false.

**Flow Diagram**
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**Example**

public class Test {  
 public static void main(String args[]) {  
 int x = 10;  
  
 do {  
 System.*out*.print("value of x : " + x);  
 x++;  
 System.*out*.print("\n");  
 } while (x < 20);  
 }  
}

This will produce the following result:

value of x : 10 value of x : 11 value of x : 12 value of x : 13 value of x : 14 value of x : 15 value of x : 16 value of x : 17 value of x : 18 value of x : 19

## Loop Control Statements

Loop control statements change execution from its normal sequence. When execution leaves a scope, all automatic objects that were created in that scope are destroyed.

Java supports the following control statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Control Statement** | **Description** |
| **break statement** | Terminates the **loop** or **switch** statement and transfers execution to the statement immediately following the loop or switch. |
| **continue statement** | Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating. |

## Break Statement in Java

The **break** statement in Java programming language has the following two usages:

* When the break statement is encountered inside a loop, the loop is immediately terminated and the program control resumes at the next statement following the loop.
* It can be used to terminate a case in the **switch** statement (covered in the next chapter).

**Syntax**

The syntax of a break is a single statement inside any loop:

break;

**Flow Diagram**
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**Example**

public class Test {  
 public static void main(String args[]) {  
 int[] numbers = {10, 20, 30, 40, 50};  
 for (int x : numbers) {  
 if (x == 30) {  
 break;  
 }  
 System.*out*.print(x);  
 System.*out*.print("\n");  
 }  
 }  
}

This will produce the following result:

10

20

## Continue Statement in Java

The **continue** keyword can be used in any of the loop control structures. It causes the loop to immediately jump to the next iteration of the loop.

* In a for loop, the continue keyword causes control to immediately jump to the update statement.
* In a while loop or do/while loop, control immediately jumps to the Boolean expression.

**Syntax**

The syntax of a continue is a single statement inside any loop:

continue;

**Flow Diagram**
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**Example**

public class Test {  
 public static void main(String args[]) {  
 int[] numbers = {10, 20, 30, 40, 50};  
 for (int x : numbers) {  
 if (x == 30) {  
 continue;  
 }  
 System.*out*.print(x);  
 System.*out*.print("\n");  
 }  
 }  
}

This will produce the following result:

10

20

40

50

## Enhanced for loop in Java

As of Java 5, the enhanced for loop was introduced. This is mainly used to traverse collection of elements including arrays.

**Syntax**

Following is the syntax of enhanced for loop:

for(declaration : expression)

{

//Statements

}

* Declaration: The newly declared block variable, is of a type compatible with the elements of the array you are accessing. The variable will be available within the for block and its value would be the same as the current array element.
* Expression**:** This evaluates to the array you need to loop through. The expression can be an array variable or method call that returns an array.

**Example**

public class Test {  
  
 public static void main(String args[]) {  
 int[] numbers = {10, 20, 30, 40, 50};  
  
 for (int x : numbers) {  
 System.*out*.print(x);  
 System.*out*.print(",");  
 }  
 System.*out*.print("\n");  
 String[] names = {"James", "Larry", "Tom", "Lacy"};  
 for (String name : names) {  
 System.*out*.print(name);  
 System.*out*.print(",");  
 }  
 }  
}

This will produce the following result:

10,20,30,40,50,

James,Larry,Tom,Lacy,

# Java – Arrays

Java provides a data structure, the **array**, which stores a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type.

Instead of declaring individual variables, such as number0, number1, ..., and number99, you declare one array variable such as numbers and use numbers[0], numbers[1], and ..., numbers[99] to represent individual variables.

This tutorial introduces how to declare array variables, create arrays, and process arrays using indexed variables.

## Declaring Array Variables

To use an array in a program, you must declare a variable to reference the array, and you must specify the type of array the variable can reference. Here is the syntax for declaring an array variable:

dataType[] arrayRefVar; // preferred way.

or

dataType arrayRefVar[]; // works but not preferred way.

**Note:** The style **dataType[] arrayRefVar** is preferred. The style **dataType arrayRefVar[]** comes from the C/C++ language and was adopted in Java to accommodate C/C++ programmers.

**Example**

The following code snippets are examples of this syntax:

double[] myList; // preferred way.  
  
or  
  
double myList[]; // works but not preferred way.

## Creating Arrays

You can create an array by using the new operator with the following syntax:

arrayRefVar = new dataType[arraySize];

The above statement does two things:

* It creates an array using new dataType[arraySize].
* It assigns the reference of the newly created array to the variable arrayRefVar.

Declaring an array variable, creating an array, and assigning the reference of the array to the variable can be combined in one statement, as shown below:

dataType[] arrayRefVar = new dataType[arraySize];

Alternatively, you can create arrays as follows:

dataType[] arrayRefVar = {value0, value1, ..., valuek};

The array elements are accessed through the **index**. Array indices are 0-based; that is, they start from 0 to **arrayRefVar.length-1**.

**Example**

Following statement declares an array variable, myList, creates an array of 10 elements of double type and assigns its reference to myList:

double[] myList = new double[10];

Following picture represents array myList. Here, myList holds ten double values and the indices are from 0 to 9.
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## Processing Arrays

When processing array elements, we often use either **for** loop or **foreach** loop because all of the elements in an array are of the same type and the size of the array is known.

**Example**

Here is a complete example showing how to create, initialize, and process arrays:

public class TestArray {  
  
 public static void main(String[] args) {  
 double[] myList = {1.9, 2.9, 3.4, 3.5};  
  
 // Print all the array elements  
 for (int i = 0; i < myList.length; i++) {  
 System.*out*.println(myList[i] + " ");  
 }  
 // Summing all elements   
 double total = 0;  
 for (int i = 0; i < myList.length; i++) {  
 total += myList[i];  
 }  
 System.*out*.println("Total is " + total);  
 // Finding the largest element   
 double max = myList[0];  
 for (int i = 1; i < myList.length; i++) {  
 if (myList[i] > max) max = myList[i];  
 }  
 System.*out*.println("Max is " + max);  
 }  
}

This will produce the following result:

1.9

2.9

3.4

3.5

Total is 11.7

Max is 3.5

## The foreach Loops

JDK 1.5 introduced a new for loop known as foreach loop or enhanced for loop, which enables you to traverse the complete array sequentially without using an index variable.

**Example**

The following code displays all the elements in the array myList:

public class TestArray {  
  
 public static void main(String[] args) {  
 double[] myList = {1.9, 2.9, 3.4, 3.5};  
  
 // Print all the array elements   
 for (double element : myList) {  
 System.*out*.println(element);  
 }  
 }  
}

This will produce the following result:

1.9

2.9

3.4

3.5

## Passing Arrays to Methods

Just as you can pass primitive type values to methods, you can also pass arrays to methods. For example, the following method displays the elements in an **int** array:

public static void printArray(int[] array) { for (int i = 0; i < array.length; i++) {

System.out.print(array[i] + " ");

}

}

You can invoke it by passing an array. For example, the following statement invokes the printArray method to display 3, 1, 2, 6, 4, and 2:

printArray(new int[]{3, 1, 2, 6, 4, 2});

## Returning an Array from a Method

A method may also return an array. For example, the following method returns an array that is the reversal of another array:

public static int[] reverse(int[] list) { int[] result = new int[list.length];

for (int i = 0, j = result.length - 1; i < list.length; i++, j--) { result[j] = list[i];

}

return result;

}

## The Arrays Class

The java.util.Arrays class contains various static methods for sorting and searching arrays, comparing arrays, and filling array elements. These methods are overloaded for all primitive types.

|  |  |
| --- | --- |
| **Sr. No.** | **Methods with Description** |
| 1 | **public static int binarySearch(Object[] a, Object key)**  Searches the specified array of Object ( Byte, Int , double, etc.) for the specified value using the binary search algorithm. The array must be sorted prior to making this call. This returns index of the search key, if it is contained in the list; otherwise, it returns ( – (insertion point + 1)). |
| 2 | **public static boolean equals(long[] a, long[] a2)**  Returns true if the two specified arrays of longs are equal to one another. Two arrays are considered equal if both arrays contain the same number of elements, and all corresponding pairs of elements in the two arrays are equal. This returns true if the two arrays are equal. Same method could be used by all other primitive data types (Byte, short, Int, etc.) |
| 3 | **public static void fill(int[] a, int val)**  **Assigns the specified int value to each element of the specified array of ints. The same method could be used by all other primitive data types (Byte, short, Int, etc.)** |
| 4 | **public static void sort(Object[] a)**  **Sorts the specified array of objects into an ascending order, according to the natural ordering of its elements. The same method could be used by all other primitive data types ( Byte, short, Int, etc.)** |

# Java – Methods

A Java method is a collection of statements that are grouped together to perform an operation. When you call the System.out.**println()** method, for example, the system actually executes several statements in order to display a message on the console.

Now you will learn how to create your own methods with or without return values, invoke a method with or without parameters, and apply method abstraction in the program design.

## Creating Method

Considering the following example to explain the syntax of a method:

public static int methodName(int a, int b) {

// body

}

Here,

* public static: modifier
* int: return type
* methodName: name of the method
* a, b: formal parameters
* int a, int b: list of parameters

Method definition consists of a method header and a method body. The same is shown in the following syntax:

modifier returnType nameOfMethod (Parameter List) {

// method body

}

The syntax shown above includes:

* modifier: It defines the access type of the method and it is optional to use.
* returnType: Method may return a value.
* nameOfMethod: This is the method name. The method signature consists of the method name and the parameter list.
* Parameter List: The list of parameters, it is the type, order, and number of parameters of a method. These are optional, method may contain zero parameters.
* method body: The method body defines what the method does with the statements.

**Example**

Here is the source code of the above defined method called **max()**. This method takes two parameters num1 and num2 and returns the maximum between the two:

/\*\* the snippet returns the minimum between two numbers \*/ public static int minFunction(int n1, int n2) {

int min;

if (n1 > n2) min = n2;

else

min = n1;

return min;

}

## Method Calling

For using a method, it should be called. There are two ways in which a method is called i.e., method returns a value or returning nothing (no return value).

The process of method calling is simple. When a program invokes a method, the program control gets transferred to the called method. This called method then returns control to the caller in two conditions, when:

* the return statement is executed.
* it reaches the method ending closing brace.

The methods returning void is considered as call to a statement. Let’s consider an example:

System.out.println("This is example.com!");

The method returning value can be understood by the following example:

int result = sum(6, 9);

**Example**

Following is the example to demonstrate how to define a method and how to call it:

public class ExampleMinNumber {  
  
 public static void main(String[] args) {  
 int a = 11;  
 int b = 6;  
 int c = *minFunction*(a, b);  
 System.*out*.println("Minimum Value = " + c);  
 }  
  
 */\*\*  
 \* returns the minimum of two numbers  
 \*/* public static int minFunction(int n1, int n2) {  
 int min;  
 if (n1 > n2) min = n2;  
 else  
 min = n1;  
 return min;  
 }  
}

This will produce the following result:

Minimum value = 6

## The void Keyword

The void keyword allows us to create methods which do not return a value. Here, in the following example we're considering a void method *methodRankPoints*. This method is a void method, which does not return any value. Call to a void method must be a statement *methodRankPoints(255.7);*. It is a Java statement which ends with a semicolon as shown in the following example.

**Example**

public class ExampleVoid {  
 public static void main(String[] args) {  
 *methodRankPoints*(255.7);  
 }  
  
 public static void methodRankPoints(double points) {  
 if (points >= 202.5) {  
 System.*out*.println("Rank:A1");  
 } else if (points >= 122.4) {  
 System.*out*.println("Rank:A2");  
 } else {  
 System.*out*.println("Rank:A3");  
 }  
 }  
}

This will produce the following result:

Rank:A1

## Passing Parameters by Value

While working under calling process, arguments is to be passed. These should be in the same order as their respective parameters in the method specification. Parameters can be passed by value or by reference.

Passing Parameters by Value means calling a method with a parameter. Through this, the argument value is passed to the parameter.

**Example**

The following program shows an example of passing parameter by value. The values of the arguments remain the same even after the method invocation.

public class swappingExample {  
  
 public static void main(String[] args) {  
 int a = 30;  
 int b = 45;  
  
 System.*out*.println("Before swapping, a = " +  
 a + " and b = " + b);  
  
 // Invoke the swap method swapFunction(a, b);  
 System.*out*.println("\n\*\*Now, Before and After swapping values will be same here\*\*:");  
 System.*out*.println("After swapping, a = " +  
 a + " and b is " + b);  
 }  
  
 public static void swapFunction(int a, int b) {  
  
 System.*out*.println("Before swapping(Inside), a = " + a  
 + " b = " + b);  
 // Swap n1 with n2  
 int c = a;  
 a = b;  
 b = c;  
 System.*out*.println("After swapping(Inside), a = " + a  
 + " b = " + b);  
 }  
}

This will produce the following result:

Before swapping, a = 30 and b = 45 Before swapping(Inside), a = 30 b = 45 After swapping(Inside), a = 45 b = 30

\*\*Now, Before and After swapping values will be same here\*\*: After swapping, a = 30 and b is 45

## Method Overloading

When a class has two or more methods by the same name but different parameters, it is known as method overloading. It is different from overriding. In overriding, a method has the same method name, type, number of parameters, etc.

Let’s consider the example discussed earlier for finding minimum numbers of integer type. If, let’s say we want to find the minimum number of double type. Then the concept of overloading will be introduced to create two or more methods with the same name but different parameters.

The following example explains the same:

public class ExampleOverloading {  
  
 public static void main(String[] args) {  
 int a = 11;  
 int b = 6;  
 double c = 7.3;  
 double d = 9.4;  
 int result1 = *minFunction*(a, b);  
 // same function name with different parameters   
 double result2 = *minFunction*(c, d);  
 System.*out*.println("Minimum Value = " + result1);  
 System.*out*.println("Minimum Value = " + result2);  
 }  
  
 // for integer  
 public static int minFunction(int n1, int n2) {  
 int min;  
 if (n1 > n2) min = n2;  
 else  
 min = n1;  
 return min;  
 }  
  
 // for double  
 public static double minFunction(double n1, double n2) {  
 double min;  
 if (n1 > n2) min = n2;  
 else  
 min = n1;  
  
 return min;  
 }  
}

This will produce the following result:

Minimum Value = 6 Minimum Value = 7.3

Overloading methods makes program readable. Here, two methods are given by the same name but with different parameters. The minimum number from integer and double types is the result.

## Using Command-Line Arguments

Sometimes you will want to pass some information into a program when you run it. This is accomplished by passing command-line arguments to main( ).

A command-line argument is the information that directly follows the program's name on the command line when it is executed. To access the command-line arguments inside a Java program is quite easy. They are stored as strings in the String array passed to main( ).

**Example**

The following program displays all of the command-line arguments that it is called with:

public class CommandLine {  
  
  
 public static void main(String args[]) {  
 for (int i = 0; i < args.length; i++) {  
 System.*out*.println("args[" + i + "]: " + args[i]);  
 }  
 }  
}

Try executing this program as shown here:

$java CommandLine this is a command line 200 -100

This will produce the following result:

args[0]: this args[1]: is args[2]: a args[3]: command args[4]: line args[5]: 200

args[6]: -100

## The Constructors

A constructor initializes an object when it is created. It has the same name as its class and is syntactically similar to a method. However, constructors have no explicit return type.

Typically, you will use a constructor to give initial values to the instance variables defined by the class, or to perform any other startup procedures required to create a fully formed object.

All classes have constructors, whether you define one or not, because Java automatically provides a default constructor that initializes all member variables to zero. However, once you define your own constructor, the default constructor is no longer used.

**Example**

Here is a simple example that uses a constructor without parameters:

// A simple constructor.  
class MyClass {  
 int x;  
  
 // Following is the constructor  
 MyClass() {  
 x = 10;  
 }  
}

You will have to call constructor to initialize objects as follows:

public class ConsDemo {  
 public static void main(String args[]) {  
 MyClass t1 = new MyClass();  
 MyClass t2 = new MyClass();  
 System.*out*.println(t1.x + " " + t2.x);  
 }  
}

## Parameterized Constructor

Most often, you will need a constructor that accepts one or more parameters. Parameters are added to a constructor in the same way that they are added to a method, just declare them inside the parentheses after the constructor's name.

**Example**

Here is a simple example that uses a constructor with a parameter:

// A simple constructor.   
class MyClass {  
 int x;  
  
 // Following is the constructor   
 MyClass(int i) {  
 x = i;  
 }  
}

You will need to call a constructor to initialize objects as follows:

public class ConsDemo {  
 public static void main(String args[]) {  
 MyClass t1 = new MyClass(10);  
 MyClass t2 = new MyClass(20);  
 System.*out*.println(t1.x + " " + t2.x);  
 }  
}

This will produce the following result:

10 20

## The this keyword

**this** is a keyword in Java which is used as a reference to the object of the current class, with in an instance method or a constructor. Using *this* you can refer the members of a class such as constructors, variables and methods.

**Note:** The keyword *this* is used only within instance methods or constructors
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In general, the keyword *this* is used to:

* Differentiate the instance variables from local variables if they have same names, within a constructor or a method.
* class Student {  
   int age;  
    
   Student(int age) {  
   this.age = age;  
   }  
  }
* Call one type of constructor (parametrized constructor or default) from other in a class. It is known as explicit constructor invocation.
* class Student {  
   int age  
    
   Student() {  
   this(20);  
   }  
    
   Student(int age) {  
   this.age = age;  
   }  
  }

**Example**

Here is an example that uses *this* keyword to access the members of a class. Copy and paste the following program in a file with the name, **This\_Example.java**.

public class This\_Example {  
 //Instance variable num  
 int num = 10;  
  
 This\_Example() {  
 System.*out*.println("This is an example program on keyword this ");  
 }  
  
 This\_Example(int num) {  
 //Invoking the default constructor  
 this();  
 //Assigning the local variable num to the instance variable num  
 this.num = num;  
 }  
  
 public static void main(String[] args) {  
 //Instantiating the class   
 This\_Example obj1 = new This\_Example();  
 //Invoking the print method   
 obj1.print();  
 //Passing a new value to the num variable through parametrized constructor  
 This\_Example obj2 = new This\_Example(30);  
 //Invoking the print method again   
 obj2.print();  
 }  
  
 public void greet() {  
 System.*out*.println("Hi Welcome to Example");  
 }  
  
 public void print() {  
 //Local variable num   
 int num = 20;  
 //Printing the instance variable  
 System.*out*.println("value of local variable num is : " + num);  
 //Printing the local variable  
 System.*out*.println("value of instance variable num is : " + this.num);  
 //Invoking the greet method of a class this.greet();  
 }  
}

This will produce the following result:

This is an example program on keyword this value of local variable num is : 20

value of instance variable num is : 10 Hi Welcome to Example

This is an example program on keyword this value of local variable num is : 20

value of instance variable num is : 30 Hi Welcome to Example

## Variable Arguments(var-args)

JDK 1.5 enables you to pass a variable number of arguments of the same type to a method. The parameter in the method is declared as follows:

typeName... parameterName

In the method declaration, you specify the type followed by an ellipsis (...). Only one variable-length parameter may be specified in a method, and this parameter must be the last parameter. Any regular parameters must precede it.

**Example**

public class VarargsDemo {  
 public static void main(String args[]) {  
 // Call method with variable args   
 printMax(34, 3, 3, 2, 56.5);  
 printMax(new double[]{1, 2, 3});  
 }  
  
 public static void printMax(double... numbers) {  
 if (numbers.length == 0) {  
 System.*out*.println("No argument passed");  
 return;  
 }  
 double result = numbers[0];  
 for (int i = 1; i < numbers.length; i++)  
 if (numbers[i] > result)  
 result = numbers[i];  
 System.*out*.println("The max value is " + result);  
 }  
}

This will produce the following result:

The max value is 56.5 The max value is 3.0

## The finalize( ) Method

It is possible to define a method that will be called just before an object's final destruction by the garbage collector. This method is called **finalize( )**, and it can be used to ensure that an object terminates cleanly.

For example, you might use finalize( ) to make sure that an open file owned by that object is closed.

To add a finalizer to a class, you simply define the finalize( ) method. The Java runtime calls that method whenever it is about to recycle an object of that class.

Inside the finalize( ) method, you will specify those actions that must be performed before an object is destroyed.

The finalize( ) method has this general form:

protected void finalize( )

{

// finalization code here

}

Here, the keyword protected is a specifier that prevents access to finalize( ) by code defined outside its class.

This means that you cannot know when or even if finalize( ) will be executed. For example, if your program ends before garbage collection occurs, finalize( ) will not execute.

# Java – Exceptions

An exception (or exceptional event) is a problem that arises during the execution of a program. When an **Exception** occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.

An exception can occur for many different reasons. Following are some scenarios where an exception occurs.

* A user has entered an invalid data.
* A file that needs to be opened cannot be found.
* A network connection has been lost in the middle of communications or the JVM has run out of memory.

Some of these exceptions are caused by user error, others by programmer error, and others by physical resources that have failed in some manner.

Based on these, we have three categories of Exceptions. You need to understand them to know how exception handling works in Java.

* **Checked exceptions:** A checked exception is an exception that occurs at the compile time, these are also called as compile time exceptions. These exceptions cannot simply be ignored at the time of compilation; the programmer should take care of (handle) these exceptions.

For example, if you use **FileReader** class in your program to read data from a file, if the file specified in its constructor doesn't exist, then a *FileNotFoundException* occurs, and the compiler prompts the programmer to handle the exception.

import java.io.File;  
import java.io.FileReader;  
  
public class FilenotFound\_Demo {  
 public static void main(String args[]) {  
 File file = new File("E://file.txt");  
 FileReader fr = new FileReader(file);  
 }  
}

If you try to compile the above program, you will get the following exceptions.

C:\>javac FilenotFound\_Demo.java

FilenotFound\_Demo.java:8: error: unreported exception FileNotFoundException; must be caught or declared to be thrown

FileReader fr = new FileReader(file);

^

1 error

**Note:** Since the methods **read()** and **close()** of FileReader class throws IOException, you can observe that the compiler notifies to handle IOException, along with FileNotFoundException.

* **Unchecked exceptions:** An unchecked exception is an exception that occurs at the time of execution. These are also called as **Runtime Exceptions**. These include programming bugs, such as logic errors or improper use of an API. Runtime exceptions are ignored at the time of compilation.

For example, if you have declared an array of size 5 in your program, and trying to call the 6th element of the array then an *ArrayIndexOutOfBoundsExceptionexception* occurs.

public class Unchecked\_Demo {  
  
 public static void main(String args[]) {  
 int num[] = {1, 2, 3, 4};  
 System.*out*.println(num[5]);  
 }  
}

If you compile and execute the above program, you will get the following exception.

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 5 at Exceptions.Unchecked\_Demo.main(Unchecked\_Demo.java:8)

* **Errors:** These are not exceptions at all, but problems that arise beyond the control of the user or the programmer. Errors are typically ignored in your code because you can rarely do anything about an error. For example, if a stack overflow occurs, an error will arise. They are also ignored at the time of compilation.

## Exception Hierarchy

All exception classes are subtypes of the java.lang.Exception class. The exception class is a subclass of the Throwable class. Other than the exception class there is another subclass called Error which is derived from the Throwable class.

Errors are abnormal conditions that happen in case of severe failures, these are not handled by the Java programs. Errors are generated to indicate errors generated by theruntime environment. Example: JVM is out of memory. Normally, programs cannot recover from errors.

The Exception class has two main subclasses: IOException class and RuntimeException Class.

Following is a list of most common checked and unchecked Java's Built-in Exceptions.

## Built-in Exceptions

Java defines several exception classes inside the standard package **java.lang**.
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The most general of these exceptions are subclasses of the standard type RuntimeException. Since java.lang is implicitly imported into all Java programs, most exceptions derived from RuntimeException are automatically available.

Java defines several other types of exceptions that relate to its various class libraries. Following is the list of Java Unchecked RuntimeException.

|  |  |
| --- | --- |
| **Exception** | **Description** |
| ArithmeticException | Arithmetic error, such as divide-by-zero. |
| ArrayIndexOutOfBoundsException | Array index is out-of-bounds. |
| ArrayStoreException | Assignment to an array element of an incompatible type. |
| ClassCastException | Invalid cast. |
| IllegalArgumentException | Illegal argument used to invoke a method. |
| IllegalMonitorStateException | Illegal monitor operation, such as waiting on an unlocked thread. |
| IllegalStateException | Environment or application is in incorrect state. |
| IllegalThreadStateException | Requested operation not compatible with the current thread state. |
| IndexOutOfBoundsException | Some type of index is out-of-bounds. |
| NegativeArraySizeException | Array created with a negative size. |
| NullPointerException | Invalid use of a null reference. |
| NumberFormatException | Invalid conversion of a string to a numeric format. |
| SecurityException | Attempt to violate security. |
| StringIndexOutOfBounds | Attempt to index outside the bounds of a string. |
| UnsupportedOperationException | An unsupported operation was encountered. |

Following is the list of Java Checked Exceptions Defined in java.lang.

|  |  |
| --- | --- |
| **Exception** | **Description** |
| ClassNotFoundException | Class not found. |
| CloneNotSupportedException | Attempt to clone an object that does not implement the Cloneable interface. |
| IllegalAccessException | Access to a class is denied. |
| InstantiationException | Attempt to create an object of an abstract class or interface. |
| InterruptedException | One thread has been interrupted by another thread. |
| NoSuchFieldException | A requested field does not exist. |
| NoSuchMethodException | A requested method does not exist. |

## Exceptions Methods

Following is the list of important methods available in the Throwable class.

|  |  |
| --- | --- |
| **Sr. No.** | **Methods with Description** |
| 1 | **public String getMessage()**  Returns a detailed message about the exception that has occurred. This message is initialized in the Throwable constructor. |
| 2 | **public Throwable getCause()**  Returns the cause of the exception as represented by a Throwable object. |
| 3 | **public String toString()**  Returns the name of the class concatenated with the result of getMessage(). |
| 4 | **public void printStackTrace()**  Prints the result of toString() along with the stack trace to System.err, the error output stream. |
| 5 | **public StackTraceElement [] getStackTrace()**  Returns an array containing each element on the stack trace. The element at index 0 represents the top of the call stack, and the last element in the array represents the method at the bottom of the call stack. |
| 6 | **public Throwable fillInStackTrace()**  Fills the stack trace of this Throwable object with the current stack trace, adding to any previous information in the stack trace. |

## Catching Exceptions

A method catches an exception using a combination of the **try** and **catch** keywords. A try/catch block is placed around the code that might generate an exception. Code within a try/catch block is referred to as protected code, and the syntax for using try/catch looks like the following:

try

{

//Protected code

}catch(ExceptionName e1)

{

//Catch block

}

The code which is prone to exceptions is placed in the try block. When an exception occurs, that exception occurred is handled by catch block associated with it. Every try block should be immediately followed either by a catch block or finally block.

A catch statement involves declaring the type of exception you are trying to catch. If an exception occurs in protected code, the catch block (or blocks) that follows the try is checked. If the type of exception that occurred is listed in a catch block, the exception is passed to the catch block much as an argument is passed into a method parameter.

**Example**

The following is an array declared with 2 elements. Then the code tries to access the 3rd element of the array which throws an exception.

// File Name : ExcepTest.java import java.io.\*;  
public class ExcepTest {  
 public static void main(String args[]) {  
 try {  
 int a[] = new int[2];  
 System.*out*.println("Access element three :" + a[3]);  
 } catch (ArrayIndexOutOfBoundsException e) {  
 System.*out*.println("Exception thrown :" + e);  
 }  
 System.*out*.println("Out of the block");  
 }  
}

This will produce the following result:

Exception thrown :java.lang.ArrayIndexOutOfBoundsException: 3 Out of the block

## Multiple Catch Blocks

A try block can be followed by multiple catch blocks. The syntax for multiple catch blocks looks like the following:

Try {

//Protected code

} catch(ExceptionType1 e1){

//Catch block

} catch(ExceptionType2 e2){

//Catch block

} catch(ExceptionType3 e3){

//Catch block

}

The previous statements demonstrate three catch blocks, but you can have any number of them after a single try. If an exception occurs in the protected code, the exception is thrown to the first catch block in the list. If the data type of the exception thrown matches ExceptionType1, it gets caught there. If not, the exception passes down to the second catch statement. This continues until the exception either is caught or falls through all catches, in which case the current method stops execution and the exception is thrown down to the previous method on the call stack.

**Example**

Here is code segment showing how to use multiple try/catch statements.

try

{

file = new FileInputStream(fileName); x = (byte) file.read();

}catch(IOException i)

{

i.printStackTrace();

return -1;

}catch(FileNotFoundException f) //Not valid!

{

f.printStackTrace(); return -1;

}

## Catching Multiple Type of Exceptions

Since Java 7, you can handle more than one exception using a single catch block, this feature simplifies the code. Here is how you would do it:

catch (IOException|FileNotFoundException ex) { logger.log(ex);

throw ex;

## The Throws/Throw Keywords

If a method does not handle a checked exception, the method must declare it using the **throws** keyword. The throws keyword appears at the end of a method's signature.

You can throw an exception, either a newly instantiated one or an exception that you just caught, by using the **throw** keyword.

Try to understand the difference between throws and throw keywords, *throws* is used to postpone the handling of a checked exception and *throw* is used to invoke an exception explicitly.

The following method declares that it throws a RemoteException:

import java.io.\*;  
  
public class className {  
 public void deposit(double amount) throws RemoteException {  
 // Method implementation  
 throw new RemoteException();  
 }  
//Remainder of class definition  
}

A method can declare that it throws more than one exception, in which case the exceptions are declared in a list separated by commas. For example, the following method declares that it throws a RemoteException and an InsufficientFundsException:

## The Finally Block

The finally block follows a try block or a catch block. A finally block of code always executes, irrespective of occurrence of an Exception.

Using a finally block allows you to run any cleanup-type statements that you want to execute, no matter what happens in the protected code.

import java.io.\*;  
  
public class className {  
 public void withdraw(double amount) throws RemoteException,  
 InsufficientFundsException {  
// Method implementation  
 }  
//Remainder of class definition  
}

A finally block appears at the end of the catch blocks and has the following syntax:

try

{

//Protected code

}catch(ExceptionType1 e1)

{

//Catch block

}catch(ExceptionType2 e2)

{

//Catch block

}catch(ExceptionType3 e3)

{

//Catch block

}finally

{

//The finally block always executes.

}

**Example**

public class ExcepTest {  
  
 public static void main(String args[]) {  
 int a[] = new int[2];  
 try {  
 System.*out*.println("Access element three :" + a[3]);  
 } catch (ArrayIndexOutOfBoundsException e) {  
 System.*out*.println("Exception thrown :" + e);  
 } finally {  
 a[0] = 6;  
 System.*out*.println("First element value: " + a[0]);  
 System.*out*.println("The finally statement is executed");  
 }  
 }  
}

This will produce the following result:

Exception thrown :java.lang.ArrayIndexOutOfBoundsException: 3 First element value: 6

The finally statement is executed

Note the following:

* A catch clause cannot exist without a try statement.
* It is not compulsory to have finally clauses whenever a try/catch block is present.
* The try block cannot be present without either catch clause or finally clause.
* Any code cannot be present in between the try, catch, finally blocks.

## The try-with-resources

Generally, when we use any resources like streams, connections, etc. we have to close them explicitly using finally block. In the following program, we are reading data from a file using **FileReader** and we are closing it using finally block.

import java.io.File;  
import java.io.FileReader;  
import java.io.IOException;  
  
public class ReadData\_Demo {  
 public static void main(String args[]) {  
 FileReader fr = null;  
 try {  
 File file = new File("file.txt");  
 fr = new FileReader(file);  
 char[] a = new char[50];  
 fr.read(a); // reads the content to the array   
 for (char c : a)  
 System.*out*.print(c); //prints the characters one by one  
 } catch (IOException e) {  
 e.printStackTrace();  
 } finally {  
 try {  
 fr.close();  
 } catch (IOException ex) {  
 ex.printStackTrace();  
 }  
 }  
 }  
}

**try-with-resources**, also referred as **automatic resource management**, is a new exception handling mechanism that was introduced in Java 7, which automatically closes the resources used within the try catch block.

To use this statement, you simply need to declare the required resources within the parenthesis, and the created resource will be closed automatically at the end of the block. Following is the syntax of try-with-resources statement.

try(FileReader fr=new FileReader("file path"))

{

//use the resource

}catch(){

//body of catch

}

}

Following is the program that reads the data in a file using try-with-resources statement.

import java.io.FileReader;  
import java.io.IOException;  
  
public class Try\_withDemo {  
  
 public static void main(String args[]) {  
 try (FileReader fr = new FileReader("E://file.txt")) {  
 char[] a = new char[50];  
 fr.read(a); // reads the content to the array   
 for (char c : a)  
 System.*out*.print(c); //prints the characters one by one  
 } catch (IOException e) {  
 e.printStackTrace();  
 }  
 }  
}

Following points are to be kept in mind while working with try-with-resources statement.

* To use a class with try-with-resources statement it should implement AutoCloseable interface and the close() method of it gets invoked automatically at runtime.
* You can declare more than one class in try-with-resources statement.
* While you declare multiple classes in the try block of try-with-resources statement these classes are closed in reverse order.
* Except the deceleration of resources within the parenthesis everything is the same as normal try/catch block of a try block.
* The resource declared in try gets instantiated just before the start of the try-block.
* The resource declared at the try block is implicitly declared as final.

## User-defined Exceptions

You can create your own exceptions in Java. Keep the following points in mind when writing your own exception classes:

* All exceptions must be a child of Throwable.
* If you want to write a checked exception that is automatically enforced by the Handle or Declare Rule, you need to extend the Exception class.
* If you want to write a runtime exception, you need to extend the RuntimeException class.

We can define our own Exception class as below:

class MyException extends Exception{

}

You just need to extend the predefined **Exception** class to create your own Exception. These are considered to be checked exceptions. The following **InsufficientFundsException** class is a user-defined exception that extends the Exception class, making it a checked exception. An exception class is like any other class, containing useful fields and methods.

**Example**

// File Name InsufficientFundsException.java   
import java.io.\*;  
  
public class InsufficientFundsException extends Exception  
{  
 private double amount;  
 public InsufficientFundsException(double amount)  
 {  
 this.amount = amount;  
 }  
 public double getAmount()  
 {  
 return amount;  
 }  
}

To demonstrate using our user-defined exception, the following CheckingAccount class contains a withdraw() method that throws an InsufficientFundsException.

import java.io.\*;  
  
public class CheckingAccount {  
 private double balance;  
 private int number;  
  
 public CheckingAccount(int number) {  
 this.number = number;  
 }  
  
 public void deposit(double amount) {  
 balance += amount;  
 }  
  
 public void withdraw(double amount) throws InsufficientFundsException {  
 if (amount <= balance) {  
 balance -= amount;  
 } else {  
 double needs = amount - balance;  
 throw new InsufficientFundsException(needs);  
 }  
 }  
  
 public double getBalance() {  
 return balance;  
 }  
  
 public int getNumber() {  
 return number;  
 }  
}

The following BankDemo program demonstrates invoking the deposit() and withdraw() methods of CheckingAccount.

// File Name BankDemo.java   
public class BankDemo {  
 public static void main(String[] args) {  
 CheckingAccount c = new CheckingAccount(101);  
 System.*out*.println("Depositing $500...");  
 c.deposit(500.00);  
 try {  
 System.*out*.println("\nWithdrawing $100...");  
 c.withdraw(100.00);  
 System.*out*.println("\nWithdrawing $600...");  
 c.withdraw(600.00);  
 } catch (InsufficientFundsException e) {  
 System.*out*.println("Sorry, but you are short $" + e.getAmount());  
 e.printStackTrace();  
 }  
 }  
}

Compile all the above three files and run BankDemo. This will produce the following result:

Depositing $500...

Withdrawing $100...

Withdrawing $600...

Sorry, but you are short $200.0 InsufficientFundsException

at CheckingAccount.withdraw(CheckingAccount.java:25) at BankDemo.main(BankDemo.java:13)

## Common Exceptions

In Java, it is possible to define two catergories of Exceptions and Errors.

* **JVM Exceptions:** These are exceptions/errors that are exclusively or logically thrown by the JVM. Examples: NullPointerException, ArrayIndexOutOfBoundsException, ClassCastException.
* **Programmatic Exceptions:** These exceptions are thrown explicitly by the application or the API programmers. Examples: IllegalArgumentException, IllegalStateException.

# Java – Inner Classes

## Nested Classes

In Java, just like methods, variables of a class too can have another class as its member. Writing a class within another is allowed in Java. The class written within is called the **nested class**, and the class that holds the inner class is called the **outer class**.

**Syntax**

Following is the syntax to write a nested class. Here, the class **Outer\_Demo** is the outer class and the class **Inner\_Demo** is the nested class.

class Outer\_Demo{ class Nested\_Demo{

}

}

Nested classes are divided into two types:

* **Non-static nested classes:** These are the non-static members of a class.
* **Static nested classes:** These are the static members of a class.
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## Inner Classes (Non-static Nested Classes)

Inner classes are a security mechanism in Java. We know a class cannot be associated with the access modifier **private**, but if we have the class as a member of other class, then the inner class can be made private. And this is also used to access the private members of a class.

Inner classes are of three types depending on how and where you define them. They are:

* Inner Class
* Method-local Inner Class
* Anonymous Inner Class

**Inner Class**

Creating an inner class is quite simple. You just need to write a class within a class. Unlike a class, an inner class can be private and once you declare an inner class private, it cannot be accessed from an object outside the class.

Following is the program to create an inner class and access it. In the given example, we make the inner class private and access the class through a method.

class Outer\_Demo {  
 int num;  
  
 //Accessing he inner class from the method within  
 void display\_Inner() {  
 Inner\_Demo inner = new Inner\_Demo();  
  
 //inner class  
 private class Inner\_Demo {  
 public void print() {  
 System.*out*.println("This is an inner class");  
 }  
 }  
 inner.print();  
 }  
}  
  
public class My\_class {  
 public static void main(String args[]) {  
 //Instantiating the outer class  
 Outer\_Demo outer = new Outer\_Demo();  
 //Accessing the display\_Inner() method.   
 outer.display\_Inner();  
 }  
}

Here you can observe that **Outer\_Demo** is the outer class, **Inner\_Demo** is the inner class, **display\_Inner()** is the method inside which we are instantiating the inner class, and this method is invoked from the **main** method.

If you compile and execute the above program, you will get the following result.

This is an inner class.

## Accessing the Private Members

As mentioned earlier, inner classes are also used to access the private members of a class. Suppose, a class is having private members to access them. Write an inner class in it, return the private members from a method within the inner class, say, **getValue()**, and finally from another class (from which you want to access the private members) call the getValue() method of the inner class.

To instantiate the inner class, initially you have to instantiate the outer class. Thereafter, using the object of the outer class, following is the way in which you can instantiate the inner class.

Outer\_Demo outer=new Outer\_Demo(); Outer\_Demo.Inner\_Demo inner=outer.new Inner\_Demo();

The following program shows how to access the private members of a class using inner class.

class Outer\_Demo {  
 //private variable of the outer class   
 private int num = 175;  
  
 //inner class  
 public class Inner\_Demo {  
 public int getNum() {  
 System.*out*.println("This is the getnum method of the inner class");  
 return num;  
 }  
 }  
}  
  
public class My\_class2 {  
 public static void main(String args[]) {  
 //Instantiating the outer class   
 Outer\_Demo outer = new Outer\_Demo();  
 //Instantiating the inner class  
 Outer\_Demo.Inner\_Demo inner = outer.new Inner\_Demo();  
 System.*out*.println(inner.getNum());  
 }  
}

If you compile and execute the above program, you will get the following result.

The value of num in the class Test is: 175

## Method-local Inner Class

In Java, we can write a class within a method and this will be a local type. Like local variables, the scope of the inner class is restricted within the method.

A method-local inner class can be instantiated only within the method where the inner class is defined. The following program shows how to use a method-local inner class.

public class Outerclass {  
  
 public static void main(String args[]) {  
 Outerclass outer = new Outerclass();  
 outer.my\_Method();  
 }  
  
 //instance method of the outer class  
 void my\_Method() {  
 int num = 23;  
  
 //method-local inner class  
 class MethodInner\_Demo {  
 public void print() {  
 System.*out*.println("This is method inner class " + num);  
 }  
 }//end of inner class  
  
 //Accessing the inner class  
 MethodInner\_Demo inner = new MethodInner\_Demo();  
 inner.print();  
 }  
}

If you compile and execute the above program, you will get the following result.

This is method inner class 23

## Anonymous Inner Class

An inner class declared without a class name is known as an **anonymous inner class**. In case of anonymous inner classes, we declare and instantiate them at the same time. Generally, they are used whenever you need to override the method of a class or an interface. The syntax of an anonymous inner class is as follows:

AnonymousInner an\_inner = new AnonymousInner(){ public void my\_method(){

........

........

}

};

The following program shows how to override the method of a class using anonymous inner class.

abstract class AnonymousInner {  
 public abstract void mymethod();  
}  
  
public class Outer\_class {  
 public static void main(String args[]) {  
 AnonymousInner inner = new AnonymousInner() {  
 public void mymethod() {  
 System.*out*.println("This is an example of anonymous inner class");  
 }  
 };  
 inner.mymethod();  
 }  
}

If you compile and execute the above program, you will get the following result.

This is an example of anonymous inner class

In the same way, you can override the methods of the concrete class as well as the interface using an anonymous inner class.

## Anonymous Inner Class as Argument

Generally, if a method accepts an object of an interface, an abstract class, or a concrete class, then we can implement the interface, extend the abstract class, and pass the object to the method. If it is a class, then we can directly pass it to the method.

But in all the three cases, you can pass an anonymous inner class to the method. Here is the syntax of passing an anonymous inner class as a method argument:

obj.my\_Method(new My\_Class(){ public void Do(){

}

});

The following program shows how to pass an anonymous inner class as a method argument.

interface Message {  
 String greet();  
}  
  
public class My\_class {  
 public static void main(String args[]) {  
//Instantiating the class  
 My\_class obj = new My\_class();  
//Passing an anonymous inner class as an argument  
 obj.displayMessage(new Message() {  
 public String greet() {  
 return "Hello";  
 }  
 });  
 }  
  
 //method which accepts the object of interface Message  
 public void displayMessage(Message m) {  
 System.*out*.println(m.greet() + ", This is an example of anonymous inner calss as an argument");  
 }  
}

If you compile and execute the above program, it gives you the following result.

Hello This is an example of anonymous inner class as an argument

## Static Nested Class

A static inner class is a nested class which is a static member of the outer class. It can be accessed without instantiating the outer class, using other static members. Just like static members, a static nested class does not have access to the instance variables and methods of the outer class. The syntax of static nested class is as follows:

class MyOuter {

static class Nested\_Demo{

}

}

Instantiating a static nested class is a bit different from instantiating an inner class. The following program shows how to use a static nested class.

public class Outer {  
 public static void main(String args[]) {  
 Outer.Nested\_Demo nested = new Outer.Nested\_Demo();  
 nested.my\_method();  
 }  
  
 static class Nested\_Demo {  
 public void my\_method() {  
 System.*out*.println("This is my nested class");  
 }  
 }  
}

If you compile and execute the above program, you will get the following result.

This is my nested class

# Java – Data Structures

The data structures provided by the Java utility package are very powerful and perform a wide range of functions. These data structures consist of the following interface and classes:

* Enumeration
* BitSet
* Vector
* Stack
* Dictionary
* Hashtable
* Properties

All these classes are now legacy and Java-2 has introduced a new framework called Collections Framework, which is discussed in the next chapter.

## The Enumeration

The Enumeration interface isn't itself a data structure, but it is very important within the context of other data structures. The Enumeration interface defines a means to retrieve successive elements from a data structure.

For example, Enumeration defines a method called nextElement that is used to get the next element in a data structure that contains multiple elements.

To have more detail about this interface, check [The Enumeration](http://www.tutorialspoint.com/java/java_enumeration_interface.htm).

### The Enumeration Interface

The Enumeration interface defines the methods by which you can enumerate (obtain one at a time) the elements in a collection of objects.

This legacy interface has been superceded by Iterator. Although not deprecated, Enumeration is considered obsolete for new code. However, it is used by several methods defined by the legacy classes such as Vector and Properties, is used by several other API classes, and is currently in widespread use in application code.

The methods declared by Enumeration are summarized in the following table:

|  |  |
| --- | --- |
| **Sr. No.** | **Methods with Description** |
| 1 | **boolean hasMoreElements( )**  When implemented, it must return true while there are still more elements to extract, and false when all the elements have been enumerated. |
| 2 | **Object nextElement( )**  This returns the next object in the enumeration as a generic Object reference. |

### Example

Following is an example showing usage of Enumeration.

import java.util.Vector;  
import java.util.Enumeration;  
  
public class EnumerationTester {  
  
 public static void main(String args[]) {  
 Enumeration days;  
 Vector dayNames = new Vector();  
 dayNames.add("Sunday");  
 dayNames.add("Monday");  
 dayNames.add("Tuesday");  
 dayNames.add("Wednesday");  
 dayNames.add("Thursday");  
 dayNames.add("Friday");  
 dayNames.add("Saturday");  
 days = dayNames.elements();  
 while (days.hasMoreElements()) {  
 System.*out*.println(days.nextElement());  
 }  
 }  
}

This will produce the following result:

Sunday Monday Tuesday Wednesday Thursday Friday Saturday

## The BitSet

The BitSet class implements a group of bits or flags that can be set and cleared individually.

This class is very useful in cases where you need to keep up with a set of Boolean values; you just assign a bit to each value and set or clear it as appropriate.

For more details about this class, check The BitSet.

### The BitSet Class

The BitSet class creates a special type of array that holds bit values. The BitSet array can increase in size as needed. This makes it similar to a vector of bits. This is a legacy class but it has been completely re-engineered in Java 2, version 1.4.

The BitSet defines the following two constructors.

|  |  |
| --- | --- |
| **Sr. No.** | **Constructor and Description** |
| 1 | **BitSet( )**  This constructor creates a default object |
| 2 | **BitSet(int size)**  This constructor allows you to specify its initial size, i.e., the number of bits that it can hold. All bits are initialized to zero |

### Example

The following program illustrates several of the methods supported by this data structure:

import java.util.BitSet;  
  
public class BitSetDemo {  
  
 public static void main(String args[]) {  
 BitSet bits1 = new BitSet(16);  
 BitSet bits2 = new BitSet(16);  
  
 // set some bits  
 for (int i = 0; i < 16; i++) {  
 if ((i % 2) == 0) bits1.set(i);  
 if ((i % 5) != 0) bits2.set(i);  
 }  
 System.*out*.println("Initial pattern in bits1: ");  
 System.*out*.println(bits1);  
 System.*out*.println("\nInitial pattern in bits2: ");  
 System.*out*.println(bits2);  
 // AND bits bits2.and(bits1);  
 System.*out*.println("\nbits2 AND bits1: ");  
 System.*out*.println(bits2);  
  
 // OR bits bits2.or(bits1);  
 System.*out*.println("\nbits2 OR bits1: ");  
 System.*out*.println(bits2);  
  
 // XOR bits bits2.xor(bits1);  
 System.*out*.println("\nbits2 XOR bits1: ");  
 System.*out*.println(bits2);  
 }  
}

This will produce the following result:

Initial pattern in bits1:

{0, 2, 4, 6, 8, 10, 12, 14}

Initial pattern in bits2:

{1, 2, 3, 4, 6, 7, 8, 9, 11, 12, 13, 14}

bits2 AND bits1:

{2, 4, 6, 8, 12, 14}

bits2 OR bits1:

{0, 2, 4, 6, 8, 10, 12, 14}

bits2 XOR bits1:

{}

## The Vector

The Vector class is similar to a traditional Java array, except that it can grow as necessary to accommodate new elements.

Like an array, elements of a Vector object can be accessed via an index into the vector.

The nice thing about using the Vector class is that you don't have to worry about setting it to a specific size upon creation; it shrinks and grows automatically when necessary.

For more details about this class, check The Vector.

### The Vector Class

Vector implements a dynamic array. It is similar to ArrayList, but with two differences:

* Vector is synchronized.
* Vector contains many legacy methods that are not part of the collections framework.

Vector proves to be very useful if you don't know the size of the array in advance or you just need one that can change sizes over the lifetime of a program.

Following is the list of constructors provided by the vector class.

|  |  |
| --- | --- |
| **Sr. No.** | **Constructor and Description** |
| 1 | **Vector( )**  This constructor creates a default vector, which has an initial size of 10 |
| 2 | **Vector(int size)**  This constructor accepts an argument that equals to the required size, and creates a vector whose initial capacity is specified by size |
| 3 | **Vector(int size, int incr)**  This constructor creates a vector whose initial capacity is specified by size and whose increment is specified by incr. The increment specifies the number of elements to allocate each time that a vector is resized upward |
| 4 | **Vector(Collection c)**  This constructor creates a vector that contains the elements of collection c |

### Example

The following program illustrates several of the methods supported by this collection:

import java.util.\*;  
  
public class VectorDemo {  
  
 public static void main(String args[]) {  
 // initial size is 3, increment is 2  
 Vector v = new Vector(3, 2);  
 System.*out*.println("Initial size: " + v.size());  
  
 System.*out*.println("Initial capacity: " + v.capacity());  
 v.addElement(new Integer(1));  
 v.addElement(new Integer(2));  
 v.addElement(new Integer(3));  
 v.addElement(new Integer(4));  
 System.*out*.println("Capacity after four additions: " + v.capacity());  
 v.addElement(new Double(5.45));  
 System.*out*.println("Current capacity: " + v.capacity());  
 v.addElement(new Double(6.08));  
 v.addElement(new Integer(7));  
 System.*out*.println("Current capacity: " + v.capacity());  
 v.addElement(new Float(9.4));  
 v.addElement(new Integer(10));  
 System.*out*.println("Current capacity: " + v.capacity());  
 v.addElement(new Integer(11));  
 v.addElement(new Integer(12));  
 System.*out*.println("First element: " +  
 (Integer) v.firstElement());  
 System.*out*.println("Last element: " +  
 (Integer) v.lastElement());  
 if (v.contains(new Integer(3)))  
 System.*out*.println("Vector contains 3.");  
 // enumerate the elements in the vector.  
 Enumeration vEnum = v.elements();  
 System.*out*.println("\nElements in vector:");  
 while (vEnum.hasMoreElements())  
 System.*out*.print(vEnum.nextElement() + " ");  
 System.*out*.println();  
 }  
}

This will produce the following result:

Initial size: 0

Initial capacity: 3

Capacity after four additions: 5 Current capacity: 5

Current capacity: 7

Current capacity: 9

First element: 1

Last element: 12

Vector contains 3.

Elements in vector:

1 2 3 4 5.45 6.08 7 9.4 10 11 12

## The Stack

The Stack class implements a last-in-first-out (LIFO) stack of elements.

You can think of a stack literally as a vertical stack of objects; when you add a new element, it gets stacked on top of the others.

When you pull an element off the stack, it comes off the top. In other words, the last element you added to the stack is the first one to come back off.

For more details about this class, check The Stack.

**The Stack Class**

Stack is a subclass of Vector that implements a standard last-in, first-out stack.

Stack only defines the default constructor, which creates an empty stack. Stack includes all the methods defined by Vector, and adds several of its own.

Stack( )

Apart from the methods inherited from its parent class Vector, Stack defines the following methods:

### Example

The following program illustrates several of the methods supported by this collection:

import java.util.\*;  
  
public class StackDemo {  
  
 static void showpush(Stack st, int a) {  
 st.push(new Integer(a));  
 System.*out*.println("push(" + a + ")");  
 System.*out*.println("stack: " + st);  
 }  
  
  
 static void showpop(Stack st) {  
 System.*out*.print("pop -> ");  
 Integer a = (Integer) st.pop();  
 System.*out*.println(a);  
 System.*out*.println("stack: " + st);  
 }  
  
  
 public static void main(String args[]) {  
 Stack st = new Stack();  
 System.*out*.println("stack: " + st);  
 *showpush*(st, 42);  
 *showpush*(st, 66);  
 *showpush*(st, 99);  
 *showpop*(st);  
 *showpop*(st);  
 *showpop*(st);  
 try {  
 *showpop*(st);  
 } catch (EmptyStackException e) {  
 System.*out*.println("empty stack");  
 }  
 }  
}

This will produce the following result:

stack: [ ] push(42) stack: [42] push(66) stack: [42, 66] push(99)

stack: [42, 66, 99]

pop -> 99

stack: [42, 66]

pop -> 66

stack: [42]

pop -> 42 stack: [ ]

pop -> empty stack

## The Dictionary

The Dictionary class is an abstract class that defines a data structure for mapping keys to values.

This is useful in cases where you want to be able to access data via a particular key rather than an integer index.

Since the Dictionary class is abstract, it provides only the framework for a key-mapped data structure rather than a specific implementation.

For more details about this class, check The Dictionary.

### The Dictionary Class

Dictionary is an abstract class that represents a key/value storage repository and operates much like Map.

Given a key and value, you can store the value in a Dictionary object. Once the value is stored, you can retrieve it by using its key. Thus, like a map, a dictionary can be thought of as a list of key/value pairs.

The abstract methods defined by Dictionary are listed below:

|  |  |
| --- | --- |
| **Sr. No.** | **Methods with Description** |
| 1 | **Enumeration elements( )**  Returns an enumeration of the values contained in the dictionary. |
| 2 | **Object get(Object key)**  Returns the object that contains the value associated with the key. If the key is not in the dictionary, a null object is returned. |
| 3 | **boolean isEmpty( )**  **Returns true if the dictionary is empty, and returns false if it contains at least one key.** |
| 4 | **Enumeration keys( )**  **Returns an enumeration of the keys contained in the dictionary.** |
| 5 | **Object put(Object key, Object value)**  **Inserts a key and its value into the dictionary. Returns null if the key is not already in the dictionary; returns the previous value associated with the key if the key is already in the dictionary.** |
| 6 | **Object remove(Object key)**  **Removes the key and its value. Returns the value associated with the key. If the key is not in the dictionary, a null is returned.** |
| 7 | **int size( )**  **Returns the number of entries in the dictionary.** |

The Dictionary class is obsolete. You should implement the [Map interface](http://www.tutorialspoint.com/java/java_map_interface.htm) to obtain key/value storage functionality.

### Example

Map has its implementation in various classes like HashMap. Following is an example to explain map functionality:

import java.util.\*;  
  
public class CollectionsDemo {  
  
 public static void main(String[] args) {  
 Map m1 = new HashMap();  
 m1.put("Zara", "8");  
 m1.put("Mahnaz", "31");  
 m1.put("Ayan", "12");  
 m1.put("Daisy", "14");  
 System.*out*.println();  
 System.*out*.println(" Map Elements");  
 System.*out*.print("\t" + m1);  
 }  
}

This will produce the following result:

ap Elements

{Mahnaz=31, Ayan=12, Daisy=14, Zara=8}

## The Hashtable

The Hashtable class provides a means of organizing data based on some user-defined key structure.

For example, in an address list hash table you could store and sort data based on a key such as ZIP code rather than on a person's name.

The specific meaning of keys with regard to hash tables is totally dependent on the usage of the hash table and the data it contains.

For more detail about this class, check The Hashtable.

### The Hashtable Class

Hashtable was part of the original java.util and is a concrete implementation of a Dictionary.

However, Java 2 re-engineered Hashtable so that it also implements the Map interface. Thus, Hashtable is now integrated into the collections framework. It is similar to HashMap, but is synchronized.

Like HashMap, Hashtable stores key/value pairs in a hash table. When using a Hashtable, you specify an object that is used as a key, and the value that you want linked to that key. The key is then hashed, and the resulting hash code is used as the index at which the value is stored within the table.

Following is the list of constructors provided by the HashTable class.

|  |  |
| --- | --- |
| **Sr. No.** | **Constructor and Description** |
| 1 | **Hashtable( )**  This is the default constructor of the hash table it instantiates the Hashtable class. |
| 2 | **Hashtable(int size)**  This constructor accepts an integer parameter and creates a hash table that has an initial size specified by integer value size. |
| 3 | **Hashtable(int size, float fillRatio)**  **This creates a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. This ratio must be between 0.0 and 1.0, and it determines how full the hash table can be before it is resized upward.** |
| 4 | **Hashtable(Map<? extends K, ? extends V> t)**  **This constructs a Hashtable with the given mappings.** |

### Example

The following program illustrates several of the methods supported by this data structure:

import java.util.\*;  
  
public class HashTableDemo {  
  
 public static void main(String args[]) {  
 // Create a hash map  
 Hashtable balance = new Hashtable();  
 Enumeration names;  
 String str;  
 double bal;  
 balance.put("Zara", new Double(3434.34));  
 balance.put("Mahnaz", new Double(123.22));  
 balance.put("Ayan", new Double(1378.00));  
 balance.put("Daisy", new Double(99.22));  
 balance.put("Qadir", new Double(-19.08));  
  
 // Show all balances in hash table.   
 names = balance.keys();  
 while (names.hasMoreElements()) {  
 str = (String) names.nextElement();  
 System.*out*.println(str + ": " + balance.get(str));  
 }  
 System.*out*.println();  
 // Deposit 1,000 into Zara's account  
 bal = ((Double) balance.get("Zara")).doubleValue();  
 balance.put("Zara", new Double(bal + 1000));  
 System.*out*.println("Zara's new balance: " + balance.get("Zara"));  
 }  
}

This will produce the following result:

Qadir: -19.08

Zara: 3434.34

ahnaz: 123.22

Daisy: 99.22

Ayan: 1378.0

Zara's new balance: 4434.34

## The Properties

Properties is a subclass of Hashtable. It is used to maintain lists of values in which the key is a String and the value is also a String.

The Properties class is used by many other Java classes. For example, it is the type of object returned by System.getProperties( ) when obtaining environmental values.

For more detail about this class, check The Properties.

### The Properties Class

Properties is a subclass of Hashtable. It is used to maintain lists of values in which the key is a String and the value is also a String.

The Properties class is used by many other Java classes. For example, it is the type of object returned by System.getProperties( ) when obtaining environmental values.

Properties define the following instance variable. This variable holds a default property list associated with a Properties object.

Properties defaults;

Following is the list of constructors provided by the properties class.

|  |  |
| --- | --- |
| **Sr. No.** | **Constructors and Description** |
| 1 | **Properties( )**  This constructor creates a Properties object that has no default values. |
| 2 | **Properties(Properties propDefault)**  Creates an object that uses propDefault for its default values. In both cases, the property list is empty. |

### Example

The following program illustrates several of the methods supported by this data structure:

import java.util.\*;  
  
  
public class PropDemo {  
  
 public static void main(String args[]) {  
 Properties capitals = new Properties();  
 Set states;  
 String str;  
  
 capitals.put("Illinois", "Springfield");  
 capitals.put("Missouri", "Jefferson City");  
 capitals.put("Washington", "Olympia");  
 capitals.put("California", "Sacramento");  
 capitals.put("Indiana", "Indianapolis");  
  
 // Show all states and capitals in hashtable.  
 states = capitals.keySet();  
 // get set-view of keys  
 Iterator itr = states.iterator();  
 while (itr.hasNext()) {  
 str = (String) itr.next();  
 System.*out*.println("The capital of " +  
 str + " is " + capitals.getProperty(str) + ".");  
 }  
 System.*out*.println();  
  
  
 // look for state not in list -- specify default   
 str = capitals.getProperty("Florida", "Not Found");  
 System.*out*.println("The capital of Florida is "  
 + str + ".");  
 }  
}

This will produce the following result:

The capital of Missouri is Jefferson City. The capital of Illinois is Springfield.

The capital of Indiana is Indianapolis. The capital of California is Sacramento. The capital of Washington is Olympia.

The capital of Florida is Not Found.

# Java - Object Oriented

Java is an Object-Oriented Language. As a language that has the Object-Oriented feature, Java supports the following fundamental concepts:

* Polymorphism
* Inheritance
* Encapsulation
* Abstraction
* Classes
* Objects
* Instance
* Method
* Message Parsing

In this chapter, we will look into the concepts - Classes and Objects.

* Object - Objects have states and behaviors. Example: A dog has states - color, name, breed as well as behaviors – wagging the tail, barking, eating. An object is an instance of a class.
* Class - A class can be defined as a template/blueprint that describes the behavior/state that the object of its type support.

## Objects in Java

Let us now look deep into what are objects. If we consider the real-world, we can find many objects around us, cars, dogs, humans, etc. All these objects have a state and a behavior.

If we consider a dog, then its state is - name, breed, color, and the behavior is - barking, wagging the tail, running.

If you compare the software object with a real-world object, they have very similar characteristics.

Software objects also have a state and a behavior. A software object's state is stored in fields and behavior is shown via methods.

So in software development, methods operate on the internal state of an object and the object-to-object communication is done via methods.

## Classes in Java

A class is a blueprint from which individual objects are created. Following is a sample of a class.

public class Dog {  
 String breed;  
 int ageC  
 String color;  
  
 void barking() {  
 }  
  
 void hungry() {  
 }  
  
 void sleeping() {  
 }  
}

A class can contain any of the following variable types.

* **Local variables:** Variables defined inside methods, constructors or blocks are called local variables. The variable will be declared and initialized within the method and the variable will be destroyed when the method has completed.
* **Instance variables:** Instance variables are variables within a class but outside any method. These variables are initialized when the class is instantiated. Instance variables can be accessed from inside any method, constructor or blocks of that particular class.
* **Class variables:** Class variables are variables declared within a class, outside any method, with the static keyword.

A class can have any number of methods to access the value of various kinds of methods. In the above example, barking(), hungry() and sleeping() are methods.

Following are some of the important topics that need to be discussed when looking into classes of the Java Language.

## Constructors

When discussing about classes, one of the most important sub topic would be constructors. Every class has a constructor. If we do not explicitly write a constructor for a class, the Java compiler builds a default constructor for that class.

Each time a new object is created, at least one constructor will be invoked. The main rule of constructors is that they should have the same name as the class. A class can have more than one constructor.

Following is an example of a constructor:

public class Puppy {  
 public Puppy() {  
 }  
  
 public Puppy(String name) {  
// This constructor has one parameter, name.  
 }  
}

Java also supports [Singleton Classes](http://www.tutorialspoint.com/java/java_using_singleton.htm) where you would be able to create only one instance of a class.

**Note**: We have two different types of constructors. We are going to discuss constructors in detail in the subsequent chapters.

## How to Use Singleton Class?

The Singleton's purpose is to control object creation, limiting the number of objects to only one. Since there is only one Singleton instance, any instance fields of a Singleton will occur only once per class, just like static fields. Singletons often control access to resources, such as database connections or sockets.

For example, if you have a license for only one connection for your database or your JDBC driver has trouble with multithreading, the Singleton makes sure that only one connection is made or that only one thread can access the connection at a time.

## Implementing Singletons

### Example 1

The easiest implementation consists of a private constructor and a field to hold its result, and a static accessor method with a name like getInstance().

The private field can be assigned from within a static initializer block or, more simply, using an initializer. The getInstance( ) method (which must be public) then simply returns this instance –

// File Name: Singleton.java  
public class Singleton {  
 private static Singleton *singleton* = new Singleton();  
  
 /\* A private Constructor prevents any other  
 \* class from instantiating.  
 \*/  
 private Singleton() {  
 }  
  
 /\* Static 'instance' method \*/  
 public static Singleton getInstance() {  
 return *singleton*;  
 }  
  
 /\* Other methods protected by singleton-ness \*/  
 protected static void demoMethod() {  
 System.*out*.println("demoMethod for singleton");  
 }  
}

Here is the main program file, where we will create a singleton object:

// File Name: SingletonDemo.java   
public class SingletonDemo {  
 public static void main(String[] args) {  
 Singleton tmp = Singleton.getInstance();  
 tmp.demoMethod();  
 }  
}

This will produce the following result −

demoMethod for singleton

### Example 2

Following implementation shows a classic Singleton design pattern:

public class ClassicSingleton {  
  
 private static ClassicSingleton *instance* = null;  
  
 private ClassicSingleton() {  
 // Exists only to defeat instantiation.  
 }  
  
 public static ClassicSingleton getInstance() {  
 if (*instance* == null) {  
 *instance* = new ClassicSingleton();  
 }  
 return *instance*;  
 }  
}

The ClassicSingleton class maintains a static reference to the lone singleton instance and returns that reference from the static getInstance() method.

Here, ClassicSingleton class employs a technique known as lazy instantiation to create the singleton; as a result, the singleton instance is not created until the getInstance() method is called for the first time. This technique ensures that singleton instances are created only when needed.

## Creating an Object

As mentioned previously, a class provides the blueprints for objects. So basically, an object is created from a class. In Java, the new keyword is used to create new objects.

There are three steps when creating an object from a class:

* **Declaration:** A variable declaration with a variable name with an object type.
* **Instantiation:** The 'new' keyword is used to create the object.
* **Initialization:** The 'new' keyword is followed by a call to a constructor. This call initializes the new object.

Following is an example of creating an object:

public class Puppy {  
  
 public Puppy(String name) {  
 // This constructor has one parameter, name.  
 System.*out*.println("Passed Name is :" + name);  
 }  
  
 public static void main(String[] args) {  
 // Following statement would create an object myPuppy  
 Puppy myPuppy = new Puppy("tommy");  
 }  
}

If we compile and run the above program, then it will produce the following result:

Passed Name is :tommy

## Accessing Instance Variables and Methods

Instance variables and methods are accessed via created objects. To access an instance variable, following is the fully qualified path:

/\* First create an object \*/   
ObjectReference = new Constructor();  
/\* Now call a variable as follows \*/   
ObjectReference.variableName;  
/\* Now you can call a class method as follows \*/   
ObjectReference.MethodName();

#### Example

This example explains how to access instance variables and methods of a class.

public class Puppy {  
  
 int puppyAge;  
  
 public Puppy(String name) {  
 // This constructor has one parameter, name.   
 System.*out*.println("Name chosen is :" + name);  
 }  
  
 public static void main(String[] args) {  
 /\* Object creation \*/  
 Puppy myPuppy = new Puppy("tommy");  
 /\* Call class method to set puppy's age \*/  
 myPuppy.setAge(2);  
 /\* Call another class method to get puppy's age \*/  
 myPuppy.getAge();  
 /\* You can access instance variable as follows as well \*/  
 System.*out*.println("Variable Value :" + myPuppy.puppyAge);  
 }  
  
 public int getAge() {  
 System.*out*.println("Puppy's age is :" + puppyAge);  
 return puppyAge;  
 }  
  
 public void setAge(int age) {  
 puppyAge = age;  
 }  
}

If we compile and run the above program, then it will produce the following result:

Name chosen is :tommy Puppy's age is :2 Variable Value :2

## Source File Declaration Rules

As the last part of this section, let's now look into the source file declaration rules. These rules are essential when declaring classes, *import* statements and *package* statements in a source file.

* There can be only one public class per source file.
* A source file can have multiple non-public classes.
* The public class name should be the name of the source file as well which should be appended by .java at the end. For example: the class name is *public class Employee{}* then the source file should be as Employee.java.
* If the class is defined inside a package, then the package statement should be the first statement in the source file.
* If import statements are present, then they must be written between the package statement and the class declaration. If there are no package statements, then the import statement should be the first line in the source file.
* Import and package statements will imply to all the classes present in the source file. It is not possible to declare different import and/or package statements to different classes in the source file.

Classes have several access levels and there are different types of classes; abstract classes, final classes, etc. We will be explaining about all these in the access modifiers chapter.

Apart from the above mentioned types of classes, Java also has some special classes called Inner classes and Anonymous classes.

## Java Package

In simple words, it is a way of categorizing the classes and interfaces. When developing applications in Java, hundreds of classes and interfaces will be written, therefore categorizing these classes is a must as well as makes life much easier.

## Import Statements

In Java if a fully qualified name, which includes the package and the class name is given, then the compiler can easily locate the source code or classes. Import statement is a way of giving the proper location for the compiler to find that particular class.

For example, the following line would ask the compiler to load all the classes available in directory java\_installation/java/io:

import java.io.\*;

## A Simple Case Study

For our case study, we will be creating two classes. They are Employee and EmployeeTest.

First open notepad and add the following code. Remember this is the Employee class and the class is a public class. Now, save this source file with the name Employee.java.

The Employee class has four instance variables - name, age, designation and salary. The class has one explicitly defined constructor, which takes a parameter.

import java.io.\*;  
  
public class Employee {  
  
 String name;  
 int age;  
 String designation;  
 double salary;  
  
 // This is the constructor of the class Employee   
 public Employee(String name) {  
 this.name = name;  
 }  
  
 // Assign the age of the Employee to the variable age.   
 public void empAge(int empAge) {  
 age = empAge;  
 }  
  
 /\* Assign the designation to the variable designation.\*/  
 public void empDesignation(String empDesig) {  
 designation = empDesig;  
 }  
  
 /\* Assign the salary to the variable salary.\*/  
 public void empSalary(double empSalary) {  
 salary = empSalary;  
 }  
  
 /\* Print the Employee details \*/  
 public void printEmployee() {  
 System.*out*.println("Name:" + name);  
 System.*out*.println("Age:" + age);  
 System.*out*.println("Designation:" + designation);  
 System.*out*.println("Salary:" + salary);  
 }  
}

As mentioned previously in this tutorial, processing starts from the main method. Therefore, in order for us to run this Employee class there should be a main method and objects should be created. We will be creating a separate class for these tasks.

Following is the *EmployeeTest* class, which creates two instances of the class Employee and invokes the methods for each object to assign values for each variable.

Save the following code in EmployeeTest.java file.

import java.io.\*;  
  
public class EmployeeTest {  
 public static void main(String args[]) {  
 /\* Create two objects using constructor \*/  
 Employee empOne = new Employee("James Smith");  
 Employee empTwo = new Employee("Mary Anne");  
  
 // Invoking methods for each object created   
 empOne.empAge(26);  
 empOne.empDesignation("Senior Software Engineer");  
 empOne.empSalary(1000);  
 empOne.printEmployee();  
 empTwo.empAge(21);  
 empTwo.empDesignation("Software Engineer");  
 empTwo.empSalary(500);  
 empTwo.printEmployee();  
 }  
}

Now, compile both the classes and then run *EmployeeTest* to see the result as follows:

C:\> javac Employee.java C:\> javac EmployeeTest.java C:\> java EmployeeTest Name:James Smith

Age:26

Designation:Senior Software Engineer Salary:1000.0

Name:Mary Anne Age:21

Designation:Software Engineer Salary:500.0

## Java – Inheritance

Inheritance can be defined as the process where one class acquires the properties (methods and fields) of another. With the use of inheritance, the information is made manageable in a hierarchical order.

The class which inherits the properties of other is known as subclass (derived class, child class) and the class whose properties are inherited is known as superclass (base class, parent class).

### extends Keyword

**extends** is the keyword used to inherit the properties of a class. Following is the syntax of extends keyword.

class Super{

.....

.....

}

class Sub extends Super{

.....

.....

}

### Sample Code

Following is an example demonstrating Java inheritance. In this example, you can observe two classes namely Calculation and My\_Calculation.

Using extends keyword, the My\_Calculation inherits the methods addition() and Subtraction() of Calculation class.

Copy and paste the following program in a file with name My\_Calculation.java

class Calculation {  
 int z;  
  
 public void addition(int x, int y) {  
 z = x + y;  
 System.*out*.println("The sum of the given numbers:" + z);  
 }  
  
 public void Substraction(int x, int y) {  
 z = x - y;  
 System.*out*.println("The difference between the given numbers:" + z);  
 }  
}  
  
public class My\_Calculation extends Calculation {  
 public static void main(String args[]) {  
 int a = 20, b = 10;  
 My\_Calculation demo = new My\_Calculation();  
 demo.addition(a, b);  
 demo.Substraction(a, b);  
 demo.multiplication(a, b);  
 }  
  
 public void multiplication(int x, int y) {  
 z = x \* y;  
 System.*out*.println("The product of the given numbers:" + z);  
 }  
}

Compile and execute the above code as shown below.

javac My\_Calculation.java java My\_Calculation

After executing the program, it will produce the following result.

The sum of the given numbers:30

The difference between the given numbers:10 The product of the given numbers:200

In the given program, when an object to **My\_Calculation** class is created, a copy of the contents of the superclass is made within it. That is why, using the object of the subclass you can access the members of a superclass.
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The Superclass reference variable can hold the subclass object, but using that variable you can access only the members of the superclass, so to access the members of both classes it is recommended to always create reference variable to the subclass.

If you consider the above program, you can instantiate the class as given below. But using the superclass reference variable (Calin this case) you cannot call the method **multiplication()**, which belongs to the subclass My\_Calculation.

Calculation cal = new My\_Calculation(); demo.addition(a, b); demo.Subtraction(a, b);

**Note** − A subclass inherits all the members (fields, methods, and nested classes) from its superclass. Constructors are not members, so they are not inherited by subclasses, but the constructor of the superclass can be invoked from the subclass.

### The super keyword

The **super** keyword is similar to **this** keyword. Following are the scenarios where the super keyword is used.

* It is used to differentiate the members of superclass from the members of subclass, if they have same names.
* It is used to **invoke the superclass** constructor from subclass.

### Differentiating the Members

If a class is inheriting the properties of another class. And if the members of the superclass have the names same as the sub class, to differentiate these variables we use super keyword as shown below.

super.variable super.method();

#### Sample Code

This section provides you a program that demonstrates the usage of the **super** keyword.

In the given program, you have two classes namely *Sub\_class* and *Super\_class*, both have a method named display() with different implementations, and a variable named num with different values. We are invoking display() method of both classes and printing the value of the variable num of both classes. Here you can observe that we have used super keyword to differentiate the members of superclass from subclass.

Copy and paste the program in a file with name Sub\_class.java.

class Super\_class {  
  
 int num = 20;  
 //display method of superclass   
 public void display() {  
 System.*out*.println("This is the display method of superclass");  
 }  
}  
  
  
public class Sub\_class extends Super\_class {  
 int num = 10;  
  
 public static void main(String args[]) {  
 Sub\_class obj = new Sub\_class();  
 obj.my\_method();  
  
 }  
 //display method of sub class   
 public void display() {  
 System.*out*.println("This is the display method of subclass");  
 }  
  
 public void my\_method() {  
  
 //Instantiating subclass   
 Sub\_class sub = new Sub\_class();  
  
 //Invoking the display() method of sub class   
 sub.display();  
  
 //Invoking the display() method of superclass   
 super.display();  
  
 //printing the value of variable num of subclass  
 System.*out*.println("value of the variable named num in sub class:" + sub.num);  
  
 //printing the value of variable num of superclass   
 System.*out*.println("value of the variable named num in super class:" + super.num);  
 }  
}

Compile and execute the above code using the following syntax.

javac Super\_Demo java Super

On executing the program, you will get the following result −

This is the display method of subclass This is the display method of superclass

value of the variable named num in sub class:10 value of the variable named num in super class:20

### Invoking Superclass Constructor

If a class is inheriting the properties of another class, the subclass automatically acquires the default constructor of the superclass. But if you want to call a parameterized constructor of the superclass, you need to use the super keyword as shown below.

super(values);

#### Sample Code

The program given in this section demonstrates how to use the super keyword to invoke the parametrized constructor of the superclass. This program contains a superclass and a subclass, where the superclass contains a parameterized constructor which accepts a string value, and we used the super keyword to invoke the parameterized constructor of the superclass.

Copy and paste the following program in a file with the name Subclass.java

class Superclass {  
 int age;  
  
 Superclass(int age) {  
 this.age = age;  
 }  
  
 public void getAge() {  
 System.*out*.println("The value of the variable named age in super class is: " + age);  
 }  
}  
  
public class Subclass extends Superclass {  
 Subclass(int age) {  
 super(age);  
 }  
  
 public static void main(String argd[]) {  
 Subclass s = new Subclass(24);  
 s.getAge();  
 }  
}

Compile and execute the above code using the following syntax.

javac Subclass java Subclass

On executing the program, you will get the following result −

The value of the variable named age in super class is: 24

### IS-ARelationship

IS-A is a way of saying: This object is a type of that object. Let us see how the **extends** keyword is used to achieve inheritance.

public class Animal{

}

public class Mammal extends Animal{

}

public class Reptile extends Animal{

}

public class Dog extends Mammal{

}

Now, based on the above example, in Object-Oriented terms, the following are true −

* Animal is the superclass of Mammal class.
* Animal is the superclass of Reptile class.
* Mammal and Reptile are subclasses of Animal class.
* Dog is the subclass of both Mammal and Animal classes.

Now, if we consider the IS-A relationship, we can say −

* Mammal IS-A Animal
* Reptile IS-A Animal
* Dog IS-A Mammal
* Hence: Dog IS-A Animal as well

With the use of the extends keyword, the subclasses will be able to inherit all the properties of the superclass except for the private properties of the superclass.

We can assure that Mammal is actually an Animal with the use of the instance operator.

**Example**

class Animal {  
}  
  
class Mammal extends Animal {  
}  
  
class Reptile extends Animal {  
}  
  
public class Dog extends Mammal {  
  
 public static void main(String args[]) {  
 Animal a = new Animal();  
 Mammal m = new Mammal();  
 Dog d = new Dog();  
 System.*out*.println(m instanceof Animal);  
 System.*out*.println(d instanceof Mammal);  
 System.*out*.println(d instanceof Animal);  
 }  
}

This will produce the following result −

true true true

Since we have a good understanding of the **extends** keyword, let us look into how the **implements** keyword is used to get the IS-A relationship.

Generally, the **implements** keyword is used with classes to inherit the properties of an interface. Interfaces can never be extended by a class.

**Example**

public interface Animal {  
}  
  
public class Mammal implements Animal {  
}  
  
public class Dog extends Mammal {  
}

### The instanceof Keyword

Let us use the **instanceof** operator to check determine whether Mammal is actually an Animal, and dog is actually an Animal.

interface Animal{}  
  
class Mammal implements Animal{}  
  
public class Dog extends Mammal{}

public static void main(String args[]) {  
  
 Mammal m = new Mammal();  
 Dog d = new Dog();  
 System.*out*.println(m instanceof Animal);  
 System.*out*.println(d instanceof Mammal);  
 System.*out*.println(d instanceof Animal);  
 }  
}

This will produce the following result:

true true true

### HAS-Arelationship

These relationships are mainly based on the usage. This determines whether a certain class **HAS-A** certain thing. This relationship helps to reduce duplication of code as well as bugs.

Let’s look into an example −

public class Vehicle {  
}  
  
public class Speed {  
}  
  
public class Van extends Vehicle {  
 private Speed sp;  
}

This shows that class Van HAS-A Speed. By having a separate class for Speed, we do not have to put the entire code that belongs to speed inside the Van class, which makes it possible to reuse the Speed class in multiple applications.

In Object-Oriented feature, the users do not need to bother about which object is doing the real work. To achieve this, the Van class hides the implementation details from the users of the Van class. So, basically what happens is the users would ask the Van class to do a certain action and the Van class will either do the work by itself or ask another class to perform the action.

### Types of Inheritance

There are various types of inheritance as demonstrated below.
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A very important fact to remember is that Java does not support multiple inheritance. This means that a class cannot extend more than one class. Therefore, following is illegal −

public class extends Animal, Mammal{}

However, a class can implement one or more interfaces, which had helped Java get rid of the impossibility of multiple inheritance.

## Java – Overriding

In the previous chapter, we talked about superclasses and subclasses. If a class inherits a method from its superclass, then there is a chance to override the method provided that it is not marked final.

The benefit of overriding is: ability to define a behavior that's specific to the subclass type, which means a subclass can implement a parent class method based on its requirement.

In object-oriented terms, overriding means to override the functionality of an existing method.

**Example**

Let us look at an example.

class Animal {  
 public void move() {  
 System.*out*.println("Animals can move");  
 }  
}  
  
class Dog extends Animal {  
 public void move() {  
 System.*out*.println("Dogs can walk and run");  
 }  
}  
  
public class TestDog {  
 public static void main(String args[]) {  
 Animal a = new Animal(); // Animal reference and object  
 Animal b = new Dog(); // Animal reference but Dog object  
  
 a.move();// runs the method in Animal class  
 b.move();//Runs the method in Dog class  
 }  
}

This will produce the following result:

Animals can move Dogs can walk and run

In the above example, you can see that even though **b** is a type of Animal it runs the move method in the Dog class. The reason for this is: In compile time, the check is made on the reference type. However, in the runtime, JVM figures out the object type and would run the method that belongs to that particular object.

Therefore, in the above example, the program will compile properly since Animal class has the method move. Then, at the runtime, it runs the method specific for that object.

Consider the following example:

class Animal {  
 public void move() {  
 System.*out*.println("Animals can move");  
 }  
}  
  
class Dog extends Animal {  
 public void move() {  
 System.*out*.println("Dogs can walk and run");  
 }  
  
 public void bark() {  
 System.*out*.println("Dogs can bark");  
 }  
}  
  
public class TestDog {  
 public static void main(String args[]) {  
 Animal a = new Animal(); // Animal reference and object  
 Animal b = new Dog(); // Animal reference but Dog object  
 a.move();// runs the method in Animal class  
 b.move();//Runs the method in Dog class  
 b.bark();  
 }  
}

This will produce the following result:

TestDog.java:30: cannot find symbol symbol : method bark()

location: class Animal

b.bark();

^

This program will throw a compile time error since b's reference type Animal doesn't have a method by the name of bark.

### Rules for Method Overriding

* The argument list should be exactly the same as that of the overridden method.
* The return type should be the same or a subtype of the return type declared in the original overridden method in the superclass.
* The access level cannot be more restrictive than the overridden method's access level. For example: If the superclass method is declared public then the overridding method in the sub lass cannot be either private or protected.
* Instance methods can be overridden only if they are inherited by the subclass.
* A method declared final cannot be overridden.
* A method declared static cannot be overridden but can be re-declared.
* If a method cannot be inherited, then it cannot be overridden.
* A subclass within the same package as the instance's superclass can override any superclass method that is not declared private or final.
* A subclass in a different package can only override the non-final methods declared public or protected.
* An overriding method can throw any uncheck exceptions, regardless of whether the overridden method throws exceptions or not. However, the overriding method should not throw checked exceptions that are new or broader than the ones declared by the overridden method. The overriding method can throw narrower or fewer exceptions than the overridden method.
* Constructors cannot be overridden.

### Using the super Keyword

When invoking a superclass version of an overridden method the **super** keyword is used.

class Animal {  
  
 public void move() {  
 System.*out*.println("Animals can move");  
 }  
}  
  
class Dog extends Animal {  
  
 public void move() {  
 super.move(); // invokes the super class method   
 System.*out*.println("Dogs can walk and run");  
 }  
}  
  
public class TestDog {  
  
 public static void main(String args[]) {  
 Animal b = new Dog(); // Animal reference but Dog object   
 b.move(); //Runs the method in Dog class  
 }  
}

This will produce the following result:

Animals can move Dogs can walk and run

## Java – Polymorphism

Polymorphism is the ability of an object to take on many forms. The most common use of polymorphism in OOP occurs when a parent class reference is used to refer to a child class object.

Any Java object that can pass more than one IS-A test is considered to be polymorphic. In Java, all Java objects are polymorphic since any object will pass the IS-A test for their own type and for the class Object.

It is important to know that the only possible way to access an object is through a reference variable. A reference variable can be of only one type. Once declared, the type of a reference variable cannot be changed.

The reference variable can be reassigned to other objects provided that it is not declared final. The type of the reference variable would determine the methods that it can invoke on the object.

A reference variable can refer to any object of its declared type or any subtype of its declared type. A reference variable can be declared as a class or interface type.

**Example**

Let us look at an example.

public interface Vegetarian {  
}  
  
public class Animal {  
}  
  
public class Deer extends Animal implements Vegetarian {  
}

Now, the Deer class is considered to be polymorphic since this has multiple inheritance. Following are true for the above examples:

* A Deer IS-A Animal
* A Deer IS-A Vegetarian
* A Deer IS-A Deer
* A Deer IS-A Object

When we apply the reference variable facts to a Deer object reference, the following declarations are legal:

Deer d=new Deer();  
Animal a=d;  
Vegetarian v=d;  
Object o=d;

All the reference variables d, a, v, o refers to the same Deer object in the heap.

### Virtual Methods

In this section, I will show you how the behavior of overridden methods in Java allows you to take advantage of polymorphism when designing your classes.

We already have discussed method overriding, where a child class can override a method in its parent. An overridden method is essentially hidden in the parent class, and is not invoked unless the child class uses the super keyword within the overriding method.

/\* File name : Employee.java \*/ public class Employee {  
 private String name;  
 private String address;  
 private int number;  
  
 public Employee(String name, String address, int number) {  
 System.*out*.println("Constructing an Employee");  
 this.name = name;  
 this.address = address;  
 this.number = number;  
 }  
  
 public void mailCheck() {  
 System.*out*.println("Mailing a check to " + this.name  
 + " " + this.address);  
 }  
  
 public String toString() {  
 return name + " " + address + " " + number;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public String getAddress() {  
 return address;  
 }  
  
 public void setAddress(String newAddress) {  
 address = newAddress;  
 }  
  
 public int getNumber() {  
 return number;  
 }  
}

Now suppose we extend Employee class as follows:

/\* File name : Salary.java \*/  
public class Salary extends Employee {  
 private double salary; //Annual salary  
  
 public Salary(String name, String address, int number, double salary) {  
 super(name, address, number);  
 setSalary(salary);  
 }  
  
 public void mailCheck() {  
 System.*out*.println("Within mailCheck of Salary class ");  
 System.*out*.println("Mailing check to " + getName()  
 + " with salary " + salary);  
 }  
  
 public double getSalary() {  
 return salary;  
 }  
  
 public void setSalary(double newSalary) {  
 if (newSalary >= 0.0) {  
 salary = newSalary;  
 }  
 }  
  
 public double computePay() {  
 System.*out*.println("Computing salary pay for " + getName());  
 return salary / 52;  
 }  
}

Now, you study the following program carefully and try to determine its output:

/\* File name : VirtualDemo.java \*/  
public class VirtualDemo {  
 public static void main(String[] args) {  
 Salary s = new Salary("Mohd Mohtashim", "Ambehta, UP", 3, 3600.00);  
 Employee e = new Salary("John Adams", "Boston, MA", 2, 2400.00);  
 System.*out*.println("Call mailCheck using Salary reference --");  
 s.mailCheck();  
 System.*out*.println("\n Call mailCheck using Employee reference--");  
 e.mailCheck();  
 }  
}

This will produce the following result:

Constructing an Employee Constructing an Employee

Call mailCheck using Salary reference --

Within mailCheck of Salary class

Mailing check to Mohd Mohtashim with salary 3600.0 Call mailCheck using Employee reference--

Within mailCheck of Salary class

Mailing check to John Adams with salary 2400.0

Here, we instantiate two Salary objects. One using a Salary reference **s**, and the other using an Employee reference **e**.

While invoking *s.mailCheck()*, the compiler sees mailCheck() in the Salary class at compile time, and the JVM invokes mailCheck() in the Salary class at run time. Invoking mailCheck() on **e** is quite different because **e** is an Employee reference. When the compiler sees *e.mailCheck()*, the compiler sees the mailCheck() method in the Employee class.

Here, at compile time, the compiler used mailCheck() in Employee to validate this statement. At run time, however, the JVM invokes mailCheck() in the Salary class.

This behavior is referred to as virtual method invocation, and the methods are referred to as virtual methods. All methods in Java behave in this manner, whereby an overridden method is invoked at run time, no matter what data type the reference is that was used in the source code at compile time.

## Java – Abstraction

As per dictionary, **abstraction** is the quality of dealing with ideas rather than events. For example, when you consider the case of e-mail, complex details such as what happens as soon as you send an e-mail, the protocol your e-mail server uses are hidden from the user. Therefore, to send an e-mail you just need to type the content, mention the address of the receiver, and click send.

Likewise, in Object-oriented programming, abstraction is a process of hiding the implementation details from the user, only the functionality will be provided to the user. In other words, the user will have the information on what the object does instead of how it does it.

In Java, abstraction is achieved using Abstract classes and interfaces.

### Abstract Class

A class which contains the **abstract** keyword in its declaration is known as abstract class.

* Abstract classes may or may not contain abstract methods, i.e., methods without body ( public void get(); )
* But, if a class has at least one abstract method, then the class must be declared abstract.
* If a class is declared abstract, it cannot be instantiated.
* To use an abstract class, you have to inherit it from another class, provide implementations to the abstract methods in it.
* If you inherit an abstract class, you have to provide implementations to all the abstract methods in it.

**Example**

This section provides you an example of the abstract class. To create an abstract class, just use the **abstract** keyword before the class keyword, in the class declaration.

/\* File name : Employee.java \*/  
public abstract class Employee {  
 private String name;  
 private String address;  
 private int number;  
  
 public Employee(String name, String address, int number) {  
 System.*out*.println("Constructing an Employee");  
 this.name = name;  
 this.address = address;  
 this.number = number;  
 }  
  
 public double computePay() {  
 System.*out*.println("Inside Employee computePay");  
 return 0.0;  
 }  
  
 public void mailCheck() {  
 System.*out*.println("Mailing a check to " + this.name  
 + " " + this.address);  
 }  
  
 public String toString() {  
 return name + " " + address + " " + number;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public String getAddress() {  
 return address;  
 }  
  
 public void setAddress(String newAddress) {  
 address = newAddress;  
 }  
  
 public int getNumber() {  
 return number;  
 }  
}

You can observe that except abstract methods the Employee class is same as normal class in Java. The class is now abstract, but it still has three fields, seven methods, and one constructor.

Now you can try to instantiate the Employee class in the following way:

/\* File name : AbstractDemo.java \*/  
public class AbstractDemo {  
 public static void main(String[] args) {  
/\* Following is not allowed and would raise error \*/  
 Employee e = new Employee("George W.", "Houston, TX", 43);  
  
 System.*out*.println("\n Call mailCheck using Employee reference--");  
 e.mailCheck();  
 }  
}

When you compile the above class, it gives you the following error:

Employee.java:46: Employee is abstract; cannot be instantiated Employee e = new Employee("George W.", "Houston, TX", 43);

^

1 error

### Inheriting the Abstract Class

We can inherit the properties of Employee class just like concrete class in the following way:

/\* File name : Salary.java \*/  
public class Salary extends Employee {  
 private double salary; //Annual salary  
  
 public Salary(String name, String address, int number, double salary) {  
 super(name, address, number);  
 setSalary(salary);  
 }  
  
 public void mailCheck() {  
 System.*out*.println("Within mailCheck of Salary class ");  
 System.*out*.println("Mailing check to " + getName()  
 + " with salary " + salary);  
 }  
  
 public double getSalary() {  
 return salary;  
 }  
  
 public void setSalary(double newSalary) {  
 if (newSalary >= 0.0) {  
 salary = newSalary;  
 }  
 }  
  
 public double computePay() {  
 System.*out*.println("Computing salary pay for " + getName());  
 return salary / 52;  
 }  
}

Here, you cannot instantiate the Employee class, but you can instantiate the Salary Class, and using this instance you can access all the three fields and seven methods of Employee class as shown below.

/\* File name : AbstractDemo.java \*/ public class AbstractDemo {  
 public static void main(String[] args) {  
 Salary s = new Salary("Mohd Mohtashim", "Ambehta, UP", 3, 3600.00);  
 Employee e = new Salary("John Adams", "Boston, MA", 2, 2400.00);  
  
 System.*out*.println("Call mailCheck using Salary reference --");  
 s.mailCheck();  
  
 System.*out*.println("\n Call mailCheck using Employee reference--");  
 e.mailCheck();  
 }  
}

This produces the following result:

Constructing an Employee Constructing an Employee

Call mailCheck using Salary reference --

Within mailCheck of Salary class

Mailing check to Mohd Mohtashim with salary 3600.0

Call mailCheck using Employee reference--

Within mailCheck of Salary class

Mailing check to John Adams with salary 2400.

### Abstract Methods

If you want a class to contain a particular method but you want the actual implementation of that method to be determined by child classes, you can declare the method in the parent class as an abstract.

* **abstract** keyword is used to declare the method as abstract.
* You have to place the abstract keyword before the method name in the method declaration.
* An abstract method contains a method signature, but no method body.
* Instead of curly braces, an abstract method will have a semi colon (;) at the end. Following is an example of the abstract method.
* public abstract class Employee {  
   private String name;  
   private String address;  
   private int number;  
    
   public abstract double computePay();  
  //Remainder of class definition  
  }

Declaring a method as abstract has two consequences:

* The class containing it must be declared as abstract.
* Any class inheriting the current class must either override the abstract method or declare itself as abstract.

**Note:** Eventually, a descendant class has to implement the abstract method; otherwise, you would have a hierarchy of abstract classes that cannot be instantiated.

Suppose Salary class inherits the Employee class, then it should implement the **computePay()** method as shown below:

/\* File name : Salary.java \*/ public class Salary extends Employee {  
 private double salary; // Annual salary  
  
 public double computePay() {  
 System.*out*.println("Computing salary pay for " + getName());  
 return salary / 52;  
 }  
//Remainder of class definition  
}

## Java – Encapsulation

**Encapsulation** is one of the four fundamental OOP concepts. The other three are inheritance, polymorphism, and abstraction.

Encapsulation in Java is a mechanism of wrapping the data (variables) and code acting on the data (methods) together as a single unit. In encapsulation, the variables of a class will be hidden from other classes, and can be accessed only through the methods of their current class. Therefore, it is also known as **data hiding**.

To achieve encapsulation in Java:

* Declare the variables of a class as private.
* Provide public setter and getter methods to modify and view the variables values.

**Example**

Following is an example that demonstrates how to achieve Encapsulation in Java:

/\* File name : EncapTest.java \*/  
public class EncapTest {  
 private String name;  
 private String idNum;  
 private int age;  
  
 public int getAge() {  
 return age;  
 }  
  
 public void setAge(int newAge) {  
 age = newAge;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String newName) {  
 name = newName;  
 }  
  
 public String getIdNum() {  
 return idNum;  
 }  
  
 public void setIdNum(String newId) {  
 idNum = newId;  
 }  
}

The public setXXX() and getXXX() methods are the access points of the instance variables of the EncapTest class. Normally, these methods are referred as getters and setters. Therefore, any class that wants to access the variables should access them through these getters and setters.

The variables of the EncapTest class can be accessed using the following program:

/\* File name : RunEncap.java \*/  
public class RunEncap {  
 public static void main(String args[]) {  
 EncapTest encap = new EncapTest();  
 encap.setName("James");  
 encap.setAge(20);  
 encap.setIdNum("12343ms");  
  
 System.*out*.print("Name : " + encap.getName() + " Age : " + encap.getAge());  
 }  
}

This will produce the following result:

Name : James Age : 20

### Benefits of Encapsulation

* The fields of a class can be made read-only or write-only.
* A class can have total control over what is stored in its fields.
* The users of a class do not know how the class stores its data. A class can change the data type of a field and users of the class do not need to change any of their code.

## Java – Interfaces

An interface is a reference type in Java. It is similar to class. It is a collection of abstract methods. A class implements an interface, thereby inheriting the abstract methods of the interface.

Along with abstract methods, an interface may also contain constants, default methods, static methods, and nested types. Method bodies exist only for default methods and static methods.

Writing an interface is similar to writing a class. But a class describes the attributes and behaviors of an object. And an interface contains behaviors that a class implements.

Unless the class that implements the interface is abstract, all the methods of the interface need to be defined in the class.

An interface is similar to a class in the following ways:

* An interface can contain any number of methods.
* An interface is written in a file with a .java extension, with the name of the interface matching the name of the file.
* The byte code of an interface appears in a .class file.
* Interfaces appear in packages, and their corresponding bytecode file must be in a directory structure that matches the package name.

However, an interface is different from a class in several ways, including:

* You cannot instantiate an interface.
* An interface does not contain any constructors.
* All of the methods in an interface are abstract.
* An interface cannot contain instance fields. The only fields that can appear in an interface must be declared both static and final.
* An interface is not extended by a class; it is implemented by a class.
* An interface can extend multiple interfaces.

### Declaring Interfaces

The **interface** keyword is used to declare an interface. Here is a simple example to declare an interface.

**Example**

Following is an example of an interface:

Interfaces have the following properties:

* An interface is implicitly abstract. You do not need to use the abstract keyword while declaring an interface.
* Each method in an interface is also implicitly abstract, so the abstract keyword is not needed.
* Methods in an interface are implicitly public.

/\* File name : NameOfInterface.java \*/  
  
import java.lang.\*;  
//Any number of import statements  
  
public interface NameOfInterface {  
//Any number of final, static fields  
//Any number of abstract method declarations\  
}

**Example**

/\* File name : Animal.java \*/  
interface Animal {  
 public void eat();  
  
 public void travel();  
}

### Implementing Interfaces

When a class implements an interface, you can think of the class as signing a contract, agreeing to perform the specific behaviors of the interface. If a class does not perform all the behaviors of the interface, the class must declare itself as abstract.

A class uses the **implements** keyword to implement an interface. The implements keyword appears in the class declaration following the extends portion of the declaration.

This will produce the following result:

Mammal eats Mammal travels

When overriding methods defined in interfaces, there are several rules to be followed:

* Checked exceptions should not be declared on implementation methods other than the ones declared by the interface method or subclasses of those declared by the interface method.
* The signature of the interface method and the same return type or subtype should be maintained when overriding the methods.
* An implementation class itself can be abstract and if so, interface methods need not be implemented.

/\* File name : MammalInt.java \*/  
public class MammalInt implements Animal {  
  
 public static void main(String args[]) {  
 MammalInt m = new MammalInt();  
 m.eat();  
 m.travel();  
 }  
  
 public void eat() {  
 System.*out*.println("Mammal eats");  
 }  
  
 public void travel() {  
 System.*out*.println("Mammal travels");  
 }  
  
 public int noOfLegs() {  
 return 0;  
 }  
}

When implementation interfaces, there are several rules:

* A class can implement more than one interface at a time.
* A class can extend only one class, but implement many interfaces.
* An interface can extend another interface, in a similar way as a class can extend another class.

### Extending Interfaces

An interface can extend another interface in the same way that a class can extend another class. The **extends** keyword is used to extend an interface, and the child interface inherits the methods of the parent interface.

The following Sports interface is extended by Hockey and Football interfaces.

//Filename: Sports.java   
public interface Sports {  
 public void setHomeTeam(String name);  
  
 public void setVisitingTeam(String name);  
}  
  
//Filename: Football.java  
public interface Football extends Sports {  
 public void homeTeamScored(int points);  
  
 public void visitingTeamScored(int points);  
  
 public void endOfQuarter(int quarter);  
}  
  
//Filename: Hockey.java  
public interface Hockey extends Sports {  
 public void homeGoalScored();  
  
 public void visitingGoalScored();  
  
 public void endOfPeriod(int period);  
  
 public void overtimePeriod(int ot);  
}

The Hockey interface has four methods, but it inherits two from Sports; thus, a class that implements Hockey needs to implement all six methods. Similarly, a class that implements Football needs to define the three methods from Football and the two methods from Sports.

### Extending Multiple Interfaces

A Java class can only extend one parent class. Multiple inheritance is not allowed. Interfaces are not classes, however, and an interface can extend more than one parent interface.

The extends keyword is used once, and the parent interfaces are declared in a comma- separated list.

For example, if the Hockey interface extended both Sports and Event, it would be declared as:

public interface Hockey extends Sports, Event

### Tagging Interfaces

The most common use of extending interfaces occurs when the parent interface does not contain any methods. For example, the MouseListener interface in the java.awt.event package extended java.util.EventListener, which is defined as:

package java.util;

public interface EventListener

{}

An interface with no methods in it is referred to as a **tagging** interface. There are two basic design purposes of tagging interfaces:

**Creates a common parent:** As with the EventListener interface, which is extended by dozens of other interfaces in the Java API, you can use a tagging interface to create a common parent among a group of interfaces. For example, when an interface extends EventListener, the JVM knows that this particular interface is going to be used in an event delegation scenario.

**Adds a data type to a class:** This situation is where the term, tagging comes from. A class that implements a tagging interface does not need to define any methods (since the interface does not have any), but the class becomes an interface type through polymorphism.

## Java – Packages

Packages are used in Java in order to prevent naming conflicts, to control access, to make searching/locating and usage of classes, interfaces, enumerations and annotations easier, etc.

A **Package** can be defined as a grouping of related types (classes, interfaces, enumerations and annotations) providing access protection and namespace management.

Some of the existing packages in Java are:

* **java.lang** - bundles the fundamental classes
* java.io - classes for input, output functions are bundled in this package

Programmers can define their own packages to bundle group of classes/interfaces, etc. It is a good practice to group related classes implemented by you so that a programmer can easily determine that the classes, interfaces, enumerations, and annotations are related.

Since the package creates a new namespace there won't be any name conflicts with names in other packages. Using packages, it is easier to provide access control and it is also easier to locate the related classes.

### Creating a Package

While creating a package, you should choose a name for the package and include a **package** statement along with that name at the top of every source file that contains the classes, interfaces, enumerations, and annotation types that you want to include in the package.

The package statement should be the first line in the source file. There can be only one package statement in each source file, and it applies to all types in the file.

If a package statement is not used then the class, interfaces, enumerations, and annotation types will be placed in the current default package.

To compile the Java programs with package statements, you have to use -d option as shown below.

javac -d Destination\_folder file\_name.java

Then a folder with the given package name is created in the specified destination, and the compiled class files will be placed in that folder.

**Example**

Let us look at an example that creates a package called **animals**. It is a good practice to use names of packages with lower case letters to avoid any conflicts with the names of classes and interfaces.

Following package example contains interface named *animals*:

/\* File name : Animal.java \*/  
package animals;  
  
interface Animal {  
 public void eat();  
  
 public void travel();  
}

Now, let us implement the above interface in the same package *animals*:

package animals;  
  
/\* File name : MammalInt.java \*/  
public class MammalInt implements Animal {  
  
 public static void main(String args[]) {  
 MammalInt m = new MammalInt();  
 m.eat();  
 m.travel();  
 }  
  
 public void eat() {  
 System.*out*.println("Mammal eats");  
 }  
  
 public void travel() {  
 System.*out*.println("Mammal travels");  
 }  
  
 public int noOfLegs() {  
 return 0;  
 }  
}

Now compile the java files as shown below:

$ javac -d . Animal.java

$ javac -d . MammalInt.java

Now a package/folder with the name **animals** will be created in the current directory and these class files will be placed in it as shown below.
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You can execute the class file within the package and get the result as shown below.

$ java animals.MammalInt Mammal eats

Mammal travels

### The import Keyword

If a class wants to use another class in the same package, the package name need not be used. Classes in the same package find each other without any special syntax.

**Example**

Here, a class named Boss is added to the payroll package that already contains Employee. The Boss can then refer to the Employee class without using the payroll prefix, as demonstrated by the following Boss class.

package payroll;  
  
public class Boss {  
 public void payEmployee(Employee e) {  
 e.mailCheck();  
 }  
}

What happens if the Employee class is not in the payroll package? The Boss class must then use one of the following techniques for referring to a class in a different package.

* The fully qualified name of the class can be used. For example:

payroll.Employee

* The package can be imported using the import keyword and the wild card (\*). For example:

import payroll.\*;

* The class itself can be imported using the import keyword. For example:

import payroll.Employee;

**Note:** A class file can contain any number of import statements. The import statements must appear after the package statement and before the class declaration.

### The Directory Structure of Packages

Two major results occur when a class is placed in a package:

* The name of the package becomes a part of the name of the class, as we just discussed in the previous section.
* The name of the package must match the directory structure where the corresponding bytecode resides.

Here is simple way of managing your files in Java:

Put the source code for a class, interface, enumeration, or annotation type in a text file whose name is the simple name of the type and whose extension is **.java**. For example:

// File Name : Car.java  
package vehicle;  
  
public class Car {  
// Class implementation.  
}

Now, put the source file in a directory whose name reflects the name of the package to which the class belongs:

....\vehicle\Car.java

Now, the qualified class name and pathname would be as follows:

* Class name -> vehicle.Car
* Path name -> vehicle\Car.java (in windows)

In general, a company uses its reversed Internet domain name for its package names. **Example**: A company's Internet domain name is apple.com, then all its package names would start with com.apple. Each component of the package name corresponds to a subdirectory.

**Example**: The company had a com.apple.computers package that contained a Dell.java source file, it would be contained in a series of subdirectories like this:

....\com\apple\computers\Dell.java

At the time of compilation, the compiler creates a different output file for each class, interface and enumeration defined in it. The base name of the output file is the name of the type, and its extension is **.class**.

For example:

// File Name: Dell.java  
  
package com.apple.computers;  
  
public class Dell {  
}  
  
class Ups {  
}

Now, compile this file as follows using -d option:

$javac -d . Dell.java

The files will be compiled as follows:

.\com\apple\computers\Dell.class

.\com\apple\computers\Ups.class

You can import all the classes or interfaces defined in *\com\apple\computers\* as follows:

import com.apple.computers.\*;

Like the .java source files, the compiled .class files should be in a series of directories that reflect the package name. However, the path to the .class files does not have to be the same as the path to the .java source files. You can arrange your source and class directories separately, as:

<path-one>\sources\com\apple\computers\Dell.java

<path-two>\classes\com\apple\computers\Dell.class

By doing this, it is possible to give access to the classes directory to other programmers without revealing your sources. You also need to manage source and class files in this manner so that the compiler and the Java Virtual Machine (JVM) can find all the types your program uses.

The full path to the classes directory, <path-two>\classes, is called the class path, and is set with the CLASSPATH system variable. Both the compiler and the JVM construct the path to your .class files by adding the package name to the class path.

Say <path-two>\classes is the class path, and the package name is com.apple.computers, then the compiler and JVM will look for .class files in <path- two>\classes\com\apple\computers.

A class path may include several paths. Multiple paths should be separated by a semicolon (Windows) or colon (Unix). By default, the compiler and the JVM search the current directory and the JAR file containing the Java platform classes so that these directories are automatically in the class path.

### Set CLASSPATH System Variable

To display the current CLASSPATH variable, use the following commands in Windows and UNIX (Bourne shell):

* In Windows -> C:\> set CLASSPATH
* In UNIX -> % echo $CLASSPATH

To delete the current contents of the CLASSPATH variable, use:

* In Windows -> C:\> set CLASSPATH=
* In UNIX -> % unset CLASSPATH; export CLASSPATH To set the CLASSPATH variable:
* In Windows -> set CLASSPATH=C:\users\jack\java\classes
* In UNIX -> % CLASSPATH=/home/jack/java/classes; export CLASSPATH